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Abstract
Today, the amount of data collected is exploding at an unprecedented rate due to developments
in Web technologies, social media, mobile and sensing devices and the internet of things (IoT).
Data is gathered in every aspect of our lives: from financial information to smart home devices
and everything in between. The driving force behind these extensive data collections is the
promise of increased knowledge. Therefore, the potential of Big Data relies on our ability to
extract value from these massive data sets. Machine learning is central to this quest because
of its ability to learn from data and provide data-driven insights, decisions, and predictions.
However, traditional machine learning approaches were developed in a different era and thus
are based upon multiple assumptions that unfortunately no longer hold true in the context of
Big Data.

This thesis presents the challenges associated with performing machine learning on Big
Data and highlights the cause-effect relationship between the defining dimensions of Big Data
and the applications of machine learning techniques. Additionally, emerging machine learning
paradigms and how they can handle the challenges are identified. Although many areas of re-
search and applications are affected by these challenges, this thesis focuses on tackling those
associated with electrical load forecasting. Consequently, two of the identified challenges are
addressed.

Firstly, an adaptation of the transformer architecture for electrical load forecasting is pro-
posed in order to address the training time performance-related challenge associated with deep
learning algorithms. The result showed improved accuracy for various forecasting horizons
over the current state-of-the-art algorithm and addressed performance shortcomings through
the architecture’s ability to be parallelized.

Secondly, a transfer learning algorithm is proposed to scale the learning of load forecast-
ing tasks and effectively address the performance challenges associated with transfer learning.
Additionally, the diversity of the data was examined to analyze the portability of the results. In
spite of facing various data distributions, the learned concepts and results were repeatable over
multiple streams. The results showed significant improvements to machine learning model
training time, where the scaled models were 1.7 times faster on average leading to much more
efficient model deployment times.

Keywords: Big Data, Machine Learning, Deep Learning, Transfer Learning, Load Fore-
casting
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Lay Summary

Today, the amount of data collected is exploding at an unprecedented rate due to develop-
ments in Web technologies, social media, mobile and sensing devices and the internet of things
(IoT). Data is gathered in every aspect of our lives: from financial information to smart home
devices and everything in between. The driving force behind these extensive data collections is
the promise of increased knowledge. Therefore, the potential of Big Data relies on our ability
to extract value from these massive data sets. Machine learning is central to this quest be-
cause of its ability to learn from data. However, traditional machine learning approaches were
developed in a different era and thus are facing a number of challenges.

This thesis presents those challenges associated with performing machine learning on Big
Data. Although many research areas and applications are affected by these challenges, this
thesis focuses on tackling those related to electrical load forecasting. Consequently, two of the
identified challenges are addressed. Firstly, an adapted architecture for electrical load forecast-
ing is proposed in order to address the training time performance-related challenge associated
with deep learning algorithms. Secondly, a transfer learning algorithm is proposed to improve
the learning time of load forecasting tasks and effectively address the performance challenges
associated with transfer learning.
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Chapter 1

Introduction

Today the amount of data collected is exploding at an unprecedented rate as a result of develop-
ments in Web technologies, mobile and sensing devices, social media, and the internet of things
(IoT). The International Data Corporation (IDC) predicts that the data generated from IoT de-
vices alone will increase by over 500% between 2019 and 2025, rising from 13.6 ZB to 79.4
ZB with up to 41.9B connected devices worldwide [6]. These Big Data possess tremendous
potential in terms of business value in a variety of fields such as health care, biology, trans-
portation, online advertising, energy management, and financial services [7], [8]. However, the
2020 Vantage Partners Big Data and Artificial Intelligence (AI) Executive Survey [9], which
queries more than 70 Fortune 1000 companies, reported that 73.4% of respondents struggle to
become data-driven organizations and therefore have difficulties gaining insights from the data
they generate. The main challenge seems to stem from the ability or inability to process the
data and perform competing analytics adequately [9]. According to Forbes, the key to success-
ful analytics in a data-driven organization is the use of appropriate AI technologies [10] and,
more specifically, Machine Learning (ML) [11]. Therefore, the challenges associated with the
use of ML with Big Data have a critical impact on the transitional success of these companies.

Additionally, according to NewVantage, 97.2% of companies are investing in Big Data and
AI [1], billions of dollars are spent yearly, and as shown in Figure 1.1 ML dominates these
spendings. Therefore, not only are the challenges of ML with Big Data important in terms
of their technical impact to address current analytical shortcomings but they are also linked
to a significant financial stake. The Wall Street Journal has reported that improvements and
innovations in AI and machine learning have the potential to increase the global GDP by 14%
by 2030 [12].

1
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Figure 1.1: Distribution of AI funding worldwide [1]

From a business and applications perspective, organizations are facing practical challenges
related to ML. Those challenges gathered by Statista in 2021 [2], are shown in Figure 1.2, and
although those differ from the technical challenges directly related to the implementation of
ML with Big Data, they are directly linked to the successful deployment of real-world machine
learning applications.

Figure 1.2: Machine Learning Challenges faced by Worldwide organizations [2]

Given the multifaceted importance of the challenges of ML with Big Data, this thesis iden-
tifies the technical challenges related to implementing machine learning algorithms with Big
Data and then proposes to address some of the challenges that are best aligned with the practical
challenges encountered by organizations worldwide, such as the need for scaling up solutions.
Although organizations across all spheres of the economy are affected, this thesis will focus on
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those from the energy sector and most specifically those dealing with the task of electrical load
forecasting.

1.1 Motivation

There are two main factors that motivate this thesis: the need to identify and address the chal-
lenges of ML with Big Data and the emergence of the IoT and of the Smart Grid. The following
subsections will describe in more details the motivation behind the work presented in this the-
sis.

1.1.1 Challenges of ML for Big Data

As previously described, the challenges of machine learning with Big Data have a significant
impact on the deployment of machine learning solutions in real-world applications.

In order to address these shortcomings, we first need to establish and formalize the chal-
lenges associated with Big Data and the various machine learning paradigms. Such a founda-
tion will provide support to appropriately tackle deployment issues and enable organizations
to make more educated decisions in regards to their ML solutions based on their required tasks
and data limitations.

Although almost all major worldwide enterprises consider Big Data and AI to be of utmost
importance, 58.5% [9] of those organizations are still in the planning phases towards their
shift to becoming data-driven. This represents an opportunity to identify the challenges ahead
of deployment in order to allow for proper solution design. Although existing research has
identified a number of challenges associated with ML [13, 14, 15] they either do not identify the
root cause of the issue that lies specifically with Big Data or they do not address how existing
ML paradigms can handle them. The identification of the Big Data dimensions causing each of
these challenges along with the understanding and how different machine learning algorithms
can handle these problems is needed in order to develop strongly engineered solutions. This
need to establish a strong foundation and understanding of the relationship between Big Data
challenges and existing ML paradigms serves as an important motivation for this work.

1.1.2 Smart Grid and the IoT

There are currently over 25B devices connected to the internet, and of those devices, more than
16B are a part of the IoT, vastly surpassing non-IoT connections. The Smart Grid is considered
one of the most important applications of the IoT [16]. Figure 1.3 shows the forecasted number
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of connected devices over the years; it can be observed that most new connected devices will
be part of the IoT. [3].

Figure 1.3: Number of internet-connected devices over the years [3]

A number of these devices are smart electrical meters, which are a key component of the
Smart Grid. The number of smart meters is increasing steadily, now surpassing 115M in the
US [4], as shown in Figure 1.4. The emergence of the IoT as well as the development of the
Smart Grid worldwide has provided an unprecedented opportunity for both utility companies
and consumers to discover new ways to not only manage their consumption and control their
devices but also to enable resource conservation and reduce operational costs [17]. With a
market value of over 520B USD [18], the IoT and its analytical market are key components of
our economy. The vast availability of the Smart Grid has led to a number of new challenges for
utility companies such as how they should manage the faster and larger amounts of data they
are now collecting and how they can better provide insight into consumption through faster and
more accurate load forecasting [19]. Many recent studies and approaches to energy forecasting
have been published [20, 21], however, they are often evaluated on a small number of buildings
or smart meters. Therefore having faster and more accurate load forecasting capable of being
scaled to thousands of smart meters is also a motivation for this thesis.
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Figure 1.4: Number of Smart Electrical Meters in the US between 2015 and 2021 [4]

1.2 Objectives

This thesis can be divided into two main components, each with a different scope of focus.
The first part takes a boarder approach and identifies the various challenges associated with
ML with Big Data, while the second has a more narrow perspective and focuses on addressing
industry relevant challenges for the task of electrical load forecasting.

The first part is composed of Chapter 3 and aims to provide a strong foundation for ML
with Big Data without narrowing the challenges to a specific field of study. On the other hand,
Chapters 4 and 5 make use of the findings identified in Chapter 3 and tackle issues relevant to
electrical load forecasting.

Chapter 4 addresses the processing performances of electrical load forecasting using the
deep learning paradigm, while Chapter 5 undertakes the concern of ML scaling with electrical
load forecasting using transfer learning. Therefore, both address shortcomings identified in
Chapter 3; the processing performance of deep learning and the performance challenge of
transfer learning respectively.

1.3 Contributions

The contributions of this thesis are summarized in the following subsections.
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1.3.1 Contributions of Chapter 3

The contributions found in Chapter 3 are:

• Provided a systematic review of the challenges associated with machine learning in the
context of Big Data and categorized them according to the V dimensions of Big Data
in order to create a foundation for a deeper understanding of machine learning with Big
Data.

• Presented an overview of the various ML paradigms and discussed how these techniques
can overcome the various identified challenges.

• Enabled the creation of connections among the various issues and solutions in this field
of study by developing a comprehensive matrix that lays out the relationships between
the various challenges and machine learning approaches, thereby highlighting the best
choices given a set of conditions.

• Provided the academic community with potential directions for future work and served
as the groundwork for improvements in the field of machine learning with Big Data.

1.3.2 Contributions of Chapter 4

The contributions found in Chapter 4 are:

• Identified the parallelizability of the transformer architecture as a potential solution to
address the performance issues of load forecasting.

• Adapted the novel transformer architecture to handle time-series data in order to take
advantage of its parallel nature.

• Addressed the performance issues of deep learning for load forecasting by successfully
modifying the transformer architecture to perform load forecasting tasks.

• Demonstrated the potential of using existing architectures to address other challenges in
other fields of applications.

• Investigated the impact of data variability on the performance of load forecasting tasks.

1.3.3 Contributions of Chapter 5

The contributions found in Chapter 5 are:
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• Provided a strategy to effectively scale learning through algorithm modifications.

• Highlighted the suitability of algorithmic modification as an efficient solution to improve
performance of already deployed solutions.

• Addressed the performance challenge of transfer learning in the context of load forecast-
ing.

• Put forth a strategy to ensure result portability when dealing with load forecasting.

• Demonstrated the means to fast train ML models for load forecasting.

1.4 Thesis Organization

This thesis is organized as follows:

• Chapter 2 introduces the necessary background concepts and information required to
understand and assess the work presented in this thesis. It first introduces and defines
the concept of Big Data and its impact on the energy sector. Secondly, it presents ML
algorithms upon which this works relies. Lastly it discusses load forecasting challenges
and techniques.

• Chapter 3 presents a comprehensive review of ML challenges with Big Data. It explores
the relationship between the Big Data dimensions and how they affect the use of machine
learning. The main ML paradigms are then explored and we identify how they can ad-
dress shortcomings of the more traditional machine learning techniques. Lastly, research
opportunities for each paradigm are identified and discussed.

• Chapter 4 introduces an adaptation of the transformer architecture for time series data
and a solution to the performance issues of deep learning algorithm with load forecasting
is presented.

• Chapter 5 presents a scaling strategy to address the performance challenges related to
transfer learning. Through algorithmic and workflow modification, existing models are
used to effectively scale learning and address industry issues related to deployment re-
peatability. Additionally, a novel evaluation strategy is presented to ensure result porta-
bility for load forecasting

• Chapter 6 concludes this thesis by summarizing the research presented and providing
direction and opportunities for future work.
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Background

This chapter will provide the necessary background information regarding the concepts dis-
cussed in this thesis. First, Section 2.1will introduce the idea of Big Data, and its impact on the
energy domain will be examined. Secondly, Section 2.2 will give an introduction to machine
learning and to the algorithms relevant to the concepts introduced in Chapters 4 and 5.

2.1 Big Data

The first academic reference to the term Big Data was made in 2003 by Diebold [22] in the con-
text of macroeconomics. It was initially defined as ”the explosion in quantity (and sometimes,
quality) of available and potentially relevant data, largely the result of recent and unprecedented
advancements in data recording and storage technology.” Although it is not a new concept, it
has continued to emerge and grow over the last two decades to become an industry worth over
162.6B USD in 2021 [23].

2.1.1 Big Data Definition

Although there is no official or formal definition of Big Data, the Gartner project defines it as
“high volume, high velocity, and/or high variety information assets that require new forms of
processing to enable enhanced decision-making, insight discovery, and process optimization”
[24]. Volume, velocity and variety have been coined by the authors as the V characteristics
[25] and have served as a foundation to define Big Data in academia. Many researchers have
extended the definition to encompass further V dimensions such as value [26] and veracity [27].
However, this thesis makes use of the definition first proposed by IBM [27], which includes
the veracity component, but not value. This definition is widely accepted and has been used
by a number of authors [28, 29]. Although it is believed that value is of high importance

8
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Figure 2.1: Definition of Big Data

in the context of Big Data, it is seen as a result of using Big Data rather than as a defining
characteristic. Figure 2.1 depicts the definition of Big Data in accordance with IBM [30].

2.1.2 Big Data in Energy

Prior the introduction of the smart grid, existing power infrastructures in the US are aging at
a critical rate. In 2015, 70% of transmission lines and transformers were over 25 years old.
[31]. The emergence of the IoT and the affordability of its related technologies prompted an
important shift towards a smart grid. It is estimated that the planned upgrade of the US power
grid will cost upwards of 476B USD between 2011 and 2031, however, it is estimated to bring
forth benefits worth over 2 trillion USD [32]. Those benefits will come mainly from the ability
of the smart grid to enable energy savings, reduce cost, and increase reliability [32]. However,
with its new capacity to capture more data through smart meters, utility companies will have
to deal with 2880 times larger data load. It is estimated that meter readings alone will result in
an annual data volume of 120 TB of raw data with data sampling every 15 minutes [33].

The influx of data in the energy sector will lead utility companies to be better equipped to
improve operational efficiency and provide a better customer experience through the insights
obtained from data analytics. However, they will also face a number of challenges, including
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how to handle the large quantities of data, how to promptly build load forecasting models with
much higher data granularity and how to analyze growing data sets in a continuous or real-time
manner [19]. While there are very successful techniques using ML with data from a single
smart meter, scaling these methods leads to numerous challenges mainly related to efficiency
and performance. Simply building separate models for each meter is not practical or even
feasible at a very large scale [34].

2.2 Machine Learning

This section will provide a basic introduction to the machine learning algorithms that serve as
the foundation to chapters 4 and 5.

2.2.1 Artificial Neural Network (ANN)

An artificial neural network is a machine learning algorithm inspired by biological neurons.
In their simplest form, they are called a single-layer perceptron and consist of a single hidden
layer. However, more complex forms of neural networks involve a higher number of hidden
layers and a multi-feature input. As the number of hidden layers grows, ANN can become
a deep neural network (DNN). Figure 2.2 depicts a feed-forward neural network where data
propagate from the input layer forward to the output layer.

Figure 2.2: Basic Artificial Neural Network Architecture

Each input vector X is multiplied by weights W0, then at each hidden node (represented
by the light blue circles) the multiplied values are summed up and an activation function is
applied to the sum. The process is repeated up to and including the output layer. In order
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to train the ANN, a chosen loss function is then used to calculate the difference between the
actual and the expected output. The backpropagation algorithm is applied to propagate the loss
error throughout the network; this process will update the values of the weights W in order to
minimize the loss function.

2.2.2 Recurrent Neural Network (RNN)

The recurrent neural network is a special class of ANN that deals with a temporal dimension
or sequentiality. RNNs are characterized by the fact that the same weights are shared across
time steps, as opposed to feed-forward networks that have different weights across each node
[35]. Additionally, at each node, the activation is dependent on the output of all previous time
steps, this recurrent input is what serves as the network’s memory and is what distinguishes
this type of network from a basic feedforward ANN. Figure 2.3 shows the rolled and unrolled
representation of an RNN. The unrolled version enables us to visualize the sequential nature of
the algorithm and its reliance upon a memory vector.

Figure 2.3: Basic Rolled and unrolled RNN Architecture

2.2.3 Sequence-to-Sequence Architecture (S2S)

The S2S architecture was first proposed by Sutskever in 2014 [36]. It is made up of three main
components: the encoder, the decoder and the encoded vector. Figure 2.4 shows the basic S2S
architecture.
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Figure 2.4: Basic Sequence to Sequence Architecture

The encoder is made up of a stack of RNNs or recurrent units such as long short-term mem-
ory (LSTM) or gated recurrent units (GRUs). The input is passed to the encoder sequentially
and fed forward toward the decoder. The hidden state of each unit is also passed forward and,
like in RNNs, it serves as the memory of the network and encapsulates the whole input infor-
mation. The last hidden state of the encoder becomes the encoded vector, which is essentially
an encoded representation of the entire sequential input. The decoder is also a stack of RNN
where each unit accepts the previous hidden state (starting with the encoded vector) and pre-
vious timestamp output as an input. Each recurrent unit in the decoder also produces a part of
the final output and forwards the hidden state. The strength of this model lies in the fact that it
can output sequences of variable lengths which is not tied to the length of the input.

2.2.4 Transformer

The transformer architecture was first introduced by Vaswani et al. [37]. The architecture is
shown in Figure 2.5. Like S2S, it is capable of outputting sequences of variable lengths and is
made up of encoders and decoders, however, the input is not fed to the model sequentially but
rather in parallel with multiple inputs at a time.
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Figure 2.5: Transformer Architecture

Because the transformer was developed for natural language processing (NLP) tasks, the
input must first be embedded, meaning that the words are transformed into numbers. Those
embedding ensure that closely related words become closely related embedding in order for
the input to retain its semantic values. The size of the embedding is dependent on the size of
the chosen vocabulary. If a vocabulary of 10,000 words is used, then the size of the embedding
will also be 10,000. In order to retain the models’ ability to process sequential data, a positional
encoding process is added. This adds or modifies the input in such a way that its position within
the sequence becomes embedded within itself. Once, the data are embedded and the positional
encoding is added, the input is fed to the encoder.

The encoder is made up of two main components, a multi-headed attention module and a
feed-forward network. The attention mechanism is used to identify which parts of the input
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are most relevant. If multiple encoders are used, the output of the encoder feeds the next one
until there are no further encoders. The output of the encoder is an attention weighted encoded
representation of the entire input. At this point, this representation is fed to the decoder.

The decoder, is auto-regressive, meaning that it uses previous outputs to create its own
output. Therefore, as the output is generated, it is also used as input to the decoder. During the
training phase, the expected output sequence is used as an input. The outputs first go through
an embedding, just like the encoder and then these values are fed to the first multi-headed
attention module. The output of this module is added, normalized, and passed as input to the
second multi-head attention module as the values for the attention calculation. This second
attention module also receives the encoder output. This process will allow for the attention
module to match the decoder’s and the encoder’s input, this comparison will allow the decoder
to determine which of the encoder’s inputs it should focus on. Then the output is fed through a
feed-forward network.

Lastly, the decoder output undergoes a linear transformation to reduce the dimensionality
of the output to the size of the vocabulary used. The output is then passed through a softmax
function in order to establish the probability for each vocabulary word. The word with the
highest probability is chosen as the output and the process is repeated until the transformer
emits an end of sequence token.



Chapter 3

Machine Learning with Big Data:
Challenges and Approaches

Everyday, the world produces more and more data. For example, Twitter processes over 70M
tweets per day, thereby generating over 8TB daily [38]. ABI Research estimates that by 2020,
there will be more than 30 billion connected devices [39]. These Big Data possess tremendous
potential in terms of business value in a variety of fields such as health care, biology, trans-
portation, online advertising, energy management, and financial services [7], [8]. However,
traditional approaches are struggling when faced with these massive data.

The concept of Big Data is defined by Gartner [24] as high volume, high velocity, and/or
high variety data that require new processing paradigms to enable insight discovery, improved
decision making, and process optimization. According to this definition, Big Data are not
characterized by specific size metrics, but rather by the fact that traditional approaches are
struggling to process them due to their size, velocity or variety. The potential of Big Data
is highlighted by their definition; however, realization of this potential depends on improving
traditional approaches or developing new ones capable of handling such data.

Because of their potential, Big Data have been referred to as a revolution that will transform
how we live, work, and think [40]. The main purpose of this revolution is to make use of large
amounts of data to enable knowledge discovery and better decision making [40]. The ability to
extract value from Big Data depends on data analytics; Jagadish et al. [14] consider analytics
to be the core of the Big Data revolution.

Data analytics involves various approaches, technologies, and tools such as those from
text analytics, business intelligence, data visualization, and statistical analysis. This chap-
ter focusses on machine learning (ML) as a fundamental component of data analytics. The
McKinsey Global Institute has stated that ML will be one of the main drivers of the Big Data
revolution [41]. The reason for this is its ability to learn from data and provide data driven

15
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insights, decisions, and predictions [42]. It is based on statistics and, similarly to statistical
analysis, can extract trends from data; however, it does not require the explicit use of statisti-
cal proofs. According to the nature of the available data, the two main categories of learning
tasks are: supervised learning when both inputs and their desired outputs (labels) are known
and the system learns to map inputs to outputs and unsupervised learning when desired out-
puts are not known and the system itself discovers the structure within the data. Classification
and regression are examples of supervised learning: in classification the outputs take discrete
values (class labels) while in regression the outputs are continuous. Examples of classification
algorithms are k-nearest neighbour, logistic regression, and Support Vector Machine (SVM)
while regression examples include Support Vector Regression (SVR), linear regression, and
polynomial regression. Some algorithms such as neural networks can be used for both, classi-
fication and regression. Unsupervised learning includes clustering which groups objects based
on established similarity criteria; k-means is an example of such algorithm. Predictive analyt-
ics relies on machine learning to develop models built using past data in an attempt to predict
the future [43]; numerous algorithms including SVR, neural networks, and Naı̈ve Bayes can
be used for this purpose.

A common ML presumption is that algorithms can learn better with more data and con-
sequently provide more accurate results [15]. However, massive datasets impose a variety of
challenges because traditional algorithms were not designed to meet such requirements. For
example, several ML algorithms were designed for smaller datasets, with the assumption that
the entire dataset can fit in memory. Another assumption is that the entire dataset is available
for processing at the time of training. Big Data break these assumptions, rendering traditional
algorithms unusable or greatly impeding their performance.

A number of techniques have been developed to adapt machine learning algorithms to work
with large datasets: examples are new processing paradigms such as MapReduce [44] and dis-
tributed processing frameworks such as Hadoop [45]. Branches of machine learning including
deep and online learning have also been adapted in an effort to overcome the challenges of
machine learning with Big Data.

This chapter first compiles, summarizes, and organizes machine learning challenges with
Big Data. In contrast to other research [14], [15], [46],[47], the focus is on linking the identified
challenges with the Big Data V dimensions (volume, velocity, variety, and veracity) to highlight
the cause-effect relationship. Next, emerging machine learning approaches are reviewed with
the emphasis on how they address the identified challenges. Through this process, this study
provides a perspective on the domain and identifies research gaps and opportunities in the area
of machine learning with Big Data. Although security and privacy are important considerations
from an application perspective, they do not impede the execution of machine learning and are
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therefore considered to be outside the scope of this research.

The remainder of this chapter is organized as follows: Section 3.1 reviews related work,
and Section 3.2 presents machine learning challenges classified according to the Big Data
dimensions. An overview of emerging machine learning approaches with discussion about
challenges they address is provided in Section 3.3. Section 3.4 aggregates the findings and
identifies future research directions. Finally, Section 3.5 concludes the Chapter.

3.1 Related Work

This research highlights the challenges specific or highly relevant to machine learning in the
context of Big Data, associates them with the V dimensions, and then provides an overview of
how emerging approaches are responding to them. In the existing literature, some researchers
have described general machine learning challenges with Big Data [8], [46], [48], [49] whereas
others have discussed them in the context of specific methodologies [46, 50].

Najafabadi et al. [46] focused on deep learning, but noted the following general obstacles
for machine learning with Big Data: unstructured data formats, fast moving (streaming) data,
multi-source data input, noisy and poor-quality data, high dimensionality, scalability of algo-
rithms, imbalanced distribution of input data, unlabelled data, and limited labeled data. Simi-
larly, Sukumar [48] identified three main requirements: designing flexible and highly scalable
architectures, understanding statistical data characteristics before applying algorithms; and fi-
nally, developing ability to work with larger datasets. Both studies, Najafabadi et al. [46] and
Sukumar [48] reviewed aspects of machine learning with Big Data; however, they did not at-
tempt to associate each identified challenge with its cause. Moreover, their discussions are on a
very high level without presenting related solutions. In contrast, our work includes a thorough
discussion of challenges, establishes their relations with Big Data dimensions, and presents an
overview of solutions that mitigate them.

Qiu et al. [49] presented a survey of machine learning for Big Data, but they focused on
the field of signal processing. Their study identified five critical issues (large scale, different
data types, high speed of data, uncertain and incomplete data, and data with low value den-
sity) and related them to Big Data dimensions. Our study includes a more comprehensive
view of challenges, but similarly relates them to the V dimensions. Furthermore, Qiu et al.

[49] also identified various learning techniques and discussed representative work in signal
processing for Big Data. Although they do a great work of identifying existing problems and
possible solutions, the lack of categorization and direct relationship between each approach
and its challenges makes it difficult to make an informed decision in terms of which learning
paradigm or solution would be best for a specific use case or scenario. Consequently, in our
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work emphasis is on establishing correlation between solutions and challenges.

Al-Jarrah et al. [8] reviewed machine learning for Big Data focussing on the efficiency of
large-scale systems and new algorithmic approaches with reduced memory footprint. Although
they mentioned various Big Data hurdles, they did not present a systematic view as is done in
this work. Al-Jarrah et al. were interested in the analytical aspect, and methods for reducing
computational complexity in distributed environments were not considered. This work, on the
other hand, considers both the analytical aspect and computational complexity in distributed
environments.

Existing studies have effectively discussed the obstacles encountered by specific techniques
such as deep learning [46], [50]. However, these studies focussed on a narrow aspect of ma-
chine learning; a more comprehensive view of challenges and approaches in the Big Data
context is needed.

Similar to our work, Gandomi and Haider categorized challenges in accordance with the
Big Data Vs [51]. However, their characterization is general and not in terms of machine
learning.

Surveys on platforms for Big Data analytics have also been presented [52], [53]. Singh
and Reddy [52] considered vertical and horizontal scaling platforms. They discussed the ad-
vantages and disadvantages of different platforms in terms of attributes such as scalability,
I/O performance, fault tolerance, real-time processing, and iterative task support. Similarly,
de Almeida and Bernardino [53] reviewed open source platforms including Apache Mahout,
massive online analysis (MOA), the R Project, Vowpal, Pegasos, and GraphLab. These studies
reviewed and compared existing platforms, while the present study relates these platforms to
the challenges they address. Moreover, in this work, Big Data platforms are just one category
of reviewed solutions.

The challenges of data mining with Big Data have been explored in the literature [54],
[55]. Fan and Bifet [54] focused on challenges for data mining with Big Data and, as opposed
to this work, they do not classify those challenges nor provide possible solutions. The work of
Wu et al. [55], categorized the challenges, but their categorization is according to three tiers:
Tier I (Big Data mining platforms), Tier II (Semantics and application knowledge), and Tier
III (Big Data mining algorithms). In contrast, the categorization in this study is according to
the V dimensions. Whereas Wu et al. considered data mining, this study deals with machine
learning. Moreover, the present study relates Big Data solutions to the challenges that they
address.

To understand the origin of machine learning challenges, the present work categorizes them
using the Big Data definition. In addition, various machine learning approaches are reviewed,
and how each approach is capable of addressing known challenges is discussed. This enables
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researchers to make better informed decision regarding which learning paradigm or solution to
use based on the specific Big Data scenario. It also makes it possible to identify research gaps
and opportunities in the domain of machine learning with Big Data. Consequently, this work
serves as a comprehensive foundation and facilitator for future research.

3.2 Machine Learning Challenges originating from Big Data
definition

Big Data are often described by its dimensions, which are referred to as its Vs. Earlier defini-
tions of Big Data focussed on three Vs [56] (volume, velocity, and variety); however, a more
commonly accepted definition now relies upon the following four Vs [57]: volume, velocity,
variety, and veracity. It is important to note that other Vs can also be found in the literature.
For example, value is often added as a 5th V [54], [58]. However, value is defined as the de-
sired outcome of Big Data processing [59] and not as defining characteristics of Big Data itself.
For this reason, this work considers only the four dimensions that characterize Big Data [60].
This provides an opportunity to relate challenges directly to the defining characteristics of Big
Data, rendering the origin and cause of each explicitly. This section identifies machine learning
challenges and associates each challenge with a specific dimension of Big Data. Figure 3.1 il-
lustrates the dimensions of Big Data along with their associated challenges as further discussed
in the following subsections.

Figure 3.1: Big Data characteristics with associated challenges
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3.2.1 Volume

The first and the most talked about characteristic of Big Data is volume: it is the amount, size,
and scale of the data. In the machine learning context, size can be defined either vertically
by the number of records or samples in a dataset or horizontally by the number of features or
attributes it contains. Furthermore, volume is relative to the type of data: a smaller number
of very complex data points may be considered equivalent to a larger quantity of simple data
[51]. This is perhaps the easiest dimension of Big Data to define, but at the same time, it is the
cause of numerous challenges. The following subsections discuss machine learning challenges
caused by volume.

3.2.1.1 Processing Performance

One of the main challenges encountered in computations with Big Data comes from the simple
principle that scale, or volume, adds computational complexity. Consequently, as the scale
becomes large, even trivial operations can become costly. For example, the standard support
vector machine (SVM) algorithm has a training time complexity of O(m3) and a space com-
plexity of O(m2) [61], where m is the number of training samples. Therefore, an increase in the
size m will drastically affect the time and memory needed to train the SVM algorithm and may
even become computationally infeasible on very large datasets. Many other ML algorithms
also exhibit high time complexity: for example, the time complexity of principal component
analysis is O(mn2+n3), that of logistic regression O(mn2+n3), that of locally weighted linear
regression O(mn2+n3), and that of Gaussian discriminative analysis O(mn2+n3) [62], where m

is the number of samples and n the number of features. Hence, for all these algorithms, the
time needed to perform the computations will increase exponentially with increasing data size
and may even render the algorithms unusable for very large datasets.

Moreover, as data size increases, the performance of algorithms becomes more dependent
upon the architecture used to store and move data. Parallel data structures, data partitioning
and placement, and data reuse become more important with growth in data size [63]. Resilient
distributed datasets (RDDs) [63] are an example of a new abstraction for in-memory computa-
tions on large clusters; RDDs are implemented in the Spark cluster computing framework [64].
Therefore, not only does data size affect performance, but it also leads to the need to re-think
the typical architecture used to implement and develop algorithms.

3.2.1.2 Curse of Modularity

Many learning algorithms rely on the assumption that the data being processed can be held
entirely in memory or in a single file on a disk [65]. Multiple classes of algorithms are designed
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on strategies and building blocks that depend on the validity of this assumption. However, when
data size leads to the failure of this premise, entire families of algorithms are affected. This
challenge is referred to as the curse of modularity [47].

One of the approaches brought forward as a solution for this curse is MapReduce, a scal-
able programming paradigm for processing large datasets by means of parallel execution on
a large number of nodes. Some machine learning algorithms are inherently parallel and can
be adapted to the MapReduce paradigm, whereas others are difficult to decompose in a way
that can take advantage of large numbers of computing nodes. Grolinger et al. [15] have dis-
cussed challenges for MapReduce in Big Data. The three main categories of algorithms that
encounter the curse of modularity when attempting to use the MapReduce paradigm include
iterative graph, gradient descent, and expectation maximization algorithms. Their iterative na-
ture together with their dependence on in-memory data create a disconnect with the parallel
and distributed nature of MapReduce. This leads to difficulties in adapting these families of
algorithms to MapReduce or to another distributed computation paradigm.

Consequently, although some algorithms such as k-means can be adapted to overcome the
curse of modularity through parallelization and distributed computing, others are still bounded
or even unusable with certain paradigms.

3.2.1.3 Class Imbalance

As datasets grow larger, the assumption that the data are uniformly distributed across all classes
is often broken [66]. This leads to a challenge referred to as class imbalance: the performance
of a machine learning algorithm can be negatively affected when datasets contain data from
classes with various probabilities of occurrence. This problem is especially prominent when
some classes are represented by a large number of samples and some by very few.

Class imbalance is not exclusive to Big Data and has been the subject of research for more
than a decade [67]. Experiments performed by Japkowicz and Stephen [67] have shown that the
severity of the imbalance problem depends on task complexity, the degree of class imbalance,
and the overall size of the training set. They suggest that in large datasets, there is a good
chance that classes are represented by a reasonable number of samples; however, to confirm
this observation, evaluations of real-world Big Data sets are needed. On the other hand, the
complexity of Big Data tasks is expected to be high, which could result in severe impacts from
class imbalance.

It is to expect that this challenge would be more common, severe, and complex in the Big
Data context because the extent of imbalance has immense potential to grow due to increased
data size. The same authors, Japkowicz and Stephen [67], showed that decision trees, neural
networks, and support vector machine algorithms are all very sensitive to class imbalance.
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Therefore, their unaltered execution in the Big Data context without addressing class imbalance
may produce inadequate results. Similarly, Baughman et al. [68] considered extreme class
imbalance in gamification and demonstrated its negative effects on Watson machine learning.

Consequently, in the Big Data context, due to data size, the probability that class imbalance
will occur is high. In addition, because of the complex problems embedded in such data, the
potential effects of class imbalance on machine learning are severe.

3.2.1.4 Curse of Dimensionality

Another issue associated with the volume of Big Data is the curse of dimensionality [69] which
refers to difficulties encountered when working in high dimensional space. Specifically, the di-
mensionality describes the number of features or attributes present in the dataset. The Hughes
effect [70] states that for a training set of static size, the predictive ability and effectiveness of
an algorithm decreases as the dimensionality increases. Therefore, as the number of features
increases, the performance and accuracy of machine learning algorithms degrades. This can
be explained by the breakdown of the similarity-based reasoning upon which many machine
learning algorithms rely [69]. Unfortunately, the greater the amount of data available to de-
scribe a phenomenon, the greater becomes the potential for high dimensionality because there
are more prospective features. Consequently, as the volume of Big Data increases, so does the
likelihood of high dimensionality.

In addition, dimensionality affects processing performance: the time and space complexity
of ML algorithms is closely related to data dimensionality [62]. The time complexity of many
ML algorithms is polynomial in the number of dimensions. As already mentioned, the time
complexity of the principal component analysis is O(mn2+n3) and that of logistic regression
O(mn2+n3), where m is the number of samples and n is the number of dimensions.

3.2.1.5 Feature Engineering

High dimensionality is closely related to another volume challenge: feature engineering. It is
the process of creating features, typically using domain knowledge, to make machine learn-
ing perform better. Indeed, the selection of the most appropriate features is one of the most
time consuming pre-processing tasks in machine learning [46]. As the dataset grows, both
vertically and horizontally, it becomes more difficult to create new, highly relevant features.
Consequently, in a manner similar to dimensionality, as the size of the dataset increases, so do
the difficulties associated with feature engineering.

Feature engineering is related to feature selection: whereas feature engineering creates new
features in an effort to improve learning outcomes, feature selection (dimensionality reduction)
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aims to select the most relevant features. Although feature selection reduces dimensionality and
hence has the potential to reduce ML time, in high dimensions it is challenging due to spurious
correlations and incidental endogeneity (correlation of an explanatory variable with the error
term) [71].

Overall, both feature selection and engineering are still very relevant in the Big Data con-
text, but, at the same time they become more complex.

3.2.1.6 Non-Linearity

Data size poses challenges to the application of common methodologies used to evaluate
dataset characteristics and algorithm performance. Indeed, the validity of many metrics and
techniques relies upon a set of assumptions, including the very common assumption of linear-
ity [72]. For example, the correlation coefficient is often cited as a good indicator of the strength
of the relationship between two or more variables. However, the value of the coefficient is only
fully meaningful if a linear relationship exists between these variables. An experiment con-
ducted by Kiang [73] showed that the performance of neural networks and logistic regression
is very negatively affected by non-linearity. Although this problem is not exclusive to Big Data,
non-linearity can be expected to be more prominent in large datasets.

The challenge of non-linearity in Big Data also stems from the difficulties associated with
evaluating linearity. Linearity is often evaluated using graphical techniques such as scatter-
plots; however, in the case of Big Data, the large number of points often creates a large cloud,
making it difficult to observe relationships [72] and assess linearity.

Therefore, both the difficulty of assessing linearity and the presence of non-linearity pose
challenges to the execution of machine learning algorithms in the context of Big Data.

3.2.1.7 Bonferonni’s Principle

Bonferonni’s principle [74] embodies the idea that if one is looking for a specific type of event
within a certain amount of data, the likelihood of finding this event is high. However, more
often than not, these occurrences are bogus, meaning that they have no cause and are therefore
meaningless instances within a dataset. This statistical challenge is also often described as
spurious correlation [51]. In statistics, the Bonferonni correction theorem provides a means of
avoiding those bogus positive searches within a dataset. It suggests that if testing m hypotheses
with a desired significance of α, each individual hypothesis should be tested at a significance
level of α/m [75].

However, the incidences of such phenomena increase with data size, and as data become
exponentially bigger, the chances of finding an event of interest, legitimate or not, is bound to
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increase. Recently, Calude and Longo [76] have discussed the impact and incidence of spurious
correlations in Big Data. They have shown that given a large enough volume, most correla-
tions tend to be spurious. Therefore, including a means of preventing those false positives is
important to consider in the context of machine learning with Big Data.

3.2.1.8 Variance and Bias

Machine learning relies upon the idea of generalization; through observations and manipula-
tions of data, representations can be generalized to enable analysis and prediction. General-
ization error can be broken down into two components: variance and bias [77]: Figure 3.2
illustrates the relationship between them. Variance describes the consistency of a learner’s
ability to predict random things, whereas bias describes the ability of a learner to learn the
wrong thing [69]. Ideally, both the variance and the bias error should be minimized to obtain
an accurate output. However, as the volume of data increases, the learner may become too
closely biased to the training set and may be unable to generalize adequately for new data.
Therefore, when dealing with Big Data, caution should be taken as bias can be introduced,
compromising the ability to generalize.

Figure 3.2: Variance and bias

Regularization refers to techniques that aim to improve generalization and reduce over-
fitting; examples of regularization techniques include early stopping, Lasso, and Ridge [78].
Although these techniques improve generalization, they also introduce additional parameters
that must be tuned to achieve good fit to unseen data. This is often done using approaches such
as cross-validation, possibly with grid search; however, those require additional processing
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time, especially in the case of large datasets. Regularization techniques are well established in
machine learning, but further investigation is needed with respect to their efficiency with Big
Data.

3.2.2 Variety

The variety of Big Data describes not only the structural variation of a dataset and of the data
types that it contains, but also the variety in what it represents, its semantic interpretation [14]
and its sources. Although not as many as for other V dimensions, the challenges associated
with this dimension have substantial impact.

3.2.2.1 Data Locality

The first challenge associated with variety is data locality [74]. Machine learning algorithms
once again assume that the entire dataset is found in memory or in a single disk file [47].
However, in the case of Big Data, this may not be possible due to sheer size; not only do the
data not fit into memory, but they are commonly distributed over large numbers of files residing
in different physical locations. Traditional machine learning would first require data transfer
to the computing location. With large datasets, transfer would result in processing latency and
could cause massive network traffic.

Consequently, an approach of bringing computation to data as opposed to bringing data to
computation has emerged. This is based on the premise that moving computation is cheaper,
in terms of time and bandwidth, than moving data. This approach is especially prominent
with Big Data. The MapReduce paradigm also uses it: map tasks are executed on the nodes
where data reside, with each map task processing its local data. Moreover, a large number of
NoSQL data stores adapt this model; as distributed storage solutions, they store data over a
large number of nodes and then use the MapReduce paradigm to bring computation to data
[79]. However, as already mentioned, MapReduce-based approaches encounter difficulties
when working with highly iterative algorithms.

With small datasets, physical location is a non-issue; however, with Big Data, data locality
is a paramount challenge that must be addressed in any successful Big Data system.

3.2.2.2 Data Heterogeneity

Big Data analytics often involve integrating diverse data from several sources. These data may
be diverse in terms of data type, format, data model, and semantics. Two main heterogeneity
categories can be recognized: syntactic and semantic heterogeneity.
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Syntactic heterogeneity refers to diversity in data types, file formats, data encoding, data
model, and similar. To carry out analytics with integrated datasets, these syntactic variations
must be reconciled [14]. Machine learning often requires a data pre-processing and cleaning
step to configure data to fit within a specific model. However, with data coming from different
sources, these data are likely formatted differently. Furthermore, the data to be processed
may be of completely different types; for example, images may need to be processed along
with categorical and numerical data. This causes difficulties for machine learning algorithms
because they are not designed to recognize various types of representations at one time and to
create efficient unified generalizations.

Semantic heterogeneity refers to differences in meanings and interpretations. As with syn-
tactic, semantic heterogeneity increases in the case of Big Data when a number of datasets de-
veloped by different parties are integrated [80]. Again, machine learning approaches were not
developed to handle semantically diverse data, and therefore heterogeneity must be resolved
before applying such approaches.

In statistics, heterogeneity also refers to differences in statistical properties among the dif-
ferent parts of an overall dataset. Although present in small datasets, this challenge is enlarged
in Big Data because datasets typically involve parts coming from different sources. This statis-
tical heterogeneity breaks the common machine learning assumption that statistical properties
are similar across a complete dataset.

Both syntactic and semantic heterogeneity as well as statistical heterogeneity have been
active research topics for a long time, but with the emergence of Big Data, they have attracted
renewed attention [80]. The business value of data analytics typically involves correlating
diverse datasets, and integration is crucial for carrying out machine learning over such datasets.

3.2.2.3 Dirty and Noisy Data

According to Ratner [72], data possess their own set of distinct features that can be used for
characterization:

• Condition defines the readiness of the data for analysis.

• Location refers to where the data physically reside.

• Population describes the entities and their sets of common attributes that together form
the dataset.

Big Data are typically described as ill-conditioned due to the amount of time and resources
necessary to get them ready for analysis. They also come from various locations and unknown
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populations. The combination of these properties leads to Big Data often being described as
dirty.

Fan et al. [71] referred to such data as noisy data; they contain various types of mea-
surement errors, outliers, and missing values. They discussed noise accumulation, which is
especially severe with the high dimensionality typical in Big Data. It is important to note that
Fan et al. considered noisy data one of the three main challenges of Big Data analysis.

Swan [81] suggested that data analysis should include a step to extract signal from noise
directly following the steps of data collection and integration. She also recognized that Big
Data may be too noisy to produce meaningful results.

The studies described above demonstrate the importance of dealing with noise in the con-
text of generic Big Data analysis. Likewise, noise needs to be considered in machine learning
with Big Data.

3.2.3 Velocity

The velocity dimension of Big Data refers not only to the speed at which data are generated,
but also the rate at which they must be analyzed. With the omnipresence of smartphones and
real-time sensors and the impending need to interact quickly with our environment through the
development of technologies such as smart homes, the velocity of Big Data has become an
important factor to consider.

3.2.3.1 Data Availability

Historically, many machine learning approaches have depended on data availability, meaning
that before learning began, the entire dataset was assumed to be present. However, in the
context of streaming data, where new data are constantly arriving, such a requirement cannot
be fulfilled. Moreover, even data arriving at non-real-time intervals may pose a challenge.

In machine learning, a model typically learns from the training set and then performs
the learned task, for example classification or prediction, on new data. In this scenario, the
model does not automatically learn from newly arriving data, but instead carries out the al-
ready learned task on new data. To accommodate the knowledge embedded in new data, these
models must be retrained. Without retraining, they may become outdated and cease to reflect
the current state of the system.

Therefore, to adapt to new information, algorithms must support incremental learning [82],
sometimes referred to as sequential learning, which is defined as an algorithm’s ability to adapt
its learning based on the arrival of new data without the need to retrain on the complete dataset.
This approach does not assume that the entire training set is available before learning begins,
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but processes new data as they arrive. Although incremental learning is a relatively old con-
cept, it is still an active research area due to the difficulty of adapting some algorithms to
continuously arriving data [83].

3.2.3.2 Real-Time Processing/Streaming

Similar to the already discussed data availability challenge, traditional machine learning ap-
proaches are not designed to handle constant streams of data [51], which leads to another ve-
locity dimension challenge - the need for real-time processing. This is subtly different from the
data availability challenge: whereas data availability refers to the need to update the ML model
as new data arrive, real-time processing refers to the need for real-time or near-real-time pro-
cessing of fast-arriving data. The business value of real-time processing systems lies in their
ability to provide instantaneous reaction; developers of algorithmic trading, fraud detection,
and surveillance systems have been especially interested in such solutions [15].

The importance of real-time processing in today’s era of sensors, mobile devices, and IoT
has resulted in the emergence of a number of streaming systems; examples include Twitter’s
Storm [84] and Yahoo’s S4 [85]. Although those systems have seen great success in real-time
processing, they do not include sophisticated or diverse ML, but users can add ML features
using external languages or tools.

The need exists to merge these streaming solutions with machine learning algorithms to
provide instantaneous results; however, the complexity of such algorithms and the sparse avail-
ability of online learning solutions make this a difficult task.

3.2.3.3 Concept Drift

Big Data are non-stationary; new data are arriving continuously. Consequently, acquiring the
entire dataset before processing it is not possible, meaning that it cannot be determined whether
the current data follow the same distribution as future data. This leads to another interesting
challenge in machine learning with Big Data: concept drift [47]. Concept drift can be formally
defined as changes in the conditional distribution of the target output given the input, while the
distribution of the input itself may remain unchanged [86]. Specifically, this leads to a problem
that occurs when machine learning models are built using older data that no longer accurately
reflect the distribution of new data [87]. For example, energy consumption and demand pre-
diction models can be built using data from electricity meters [88], but when buildings are
retrofitted to improve their energy efficiency, the present model does not accurately represent
the new energy characteristics. Sliding window is a possible way of dealing with concept drift:
the model is built using only the samples from the training window which is moved to include
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only the most recent samples. Windowing approach assumes that the most recent data are more
relevant which may not always be true [86].

There exist various types of concept drift: incremental, gradual, sudden, and recurring
[89], each bringing its own set of issues. However, the challenges typically lie in quickly de-
tecting when concept drift is occurring and effectively handling the model transition during
these changes. Like several already mentioned concepts, concept drift is not a new issue; men-
tions of it date back to 1986 [86]. However, the advent and nature of Big Data have increased
frequency of its occurrence and have rendered some previous methodologies unusable. For
example, Lavaire et al. [90] conducted an experiment on the influence of high dimensional Big
Data on existing concept drift mitigation techniques. Their conclusions were that algorithm
performance was highly degraded by the changes in the data. Therefore, finding new means to
handle concept drift in the context of Big Data is an important task for the future of machine
learning.

3.2.3.4 Independent and Identically Distributed Random Variables

Another common assumption in machine learning is that random variables are independent and
identically distributed (i.i.d.) [91]; it simplifies underlying methods and improves convergence.
In other words, i.i.d. assumes that each random variable has the same probability distribution
as the others and that all are mutually independent. In reality, this may or may not be true.
Moreover, some algorithms also depend on other distributions; for example the Markov se-
quence assumes that probability distribution of the next state depends only on the current state
[92].

Nonetheless, Big Data by their very nature may prevent reliance on i.i.d. assumption based
on the following [47]:

• i.i.d. requires data to be in random order while many datasets have a pre-existing non-
random order. A typical solution would be to randomize the data before applying the
algorithms. However, when dealing with Big Data, this becomes a challenge of its own
and is often impractical.

• By their very nature, Big Data are fast and continuous. It is therefore not realistic to
randomize a dataset that is still incomplete, nor is it possible to wait for all the data to
arrive.

Dundar et al. [93] have shown that many typical machine learning algorithms such as
back-propagation neural networks and support vector machines depend upon this assumption
and could benefit greatly from a way of accounting for it. The high likelihood of a broken i.i.d.
assumption with Big Data makes this challenge an important one to address.
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3.2.4 Veracity

The veracity of Big Data refers not only to the reliability of the data forming a dataset, but
also, as IBM has described, to the inherent unreliability of data sources [51]. The provenance
and quality of Big Data together define the veracity component [94], but also pose a number of
challenges as discussed in the following subsections.

3.2.4.1 Data Provenance

Data provenance is the process of tracing and recording the origin of data and their movements
between locations [95]. Recorded information, the provenance data, can be used to identify the
source of processing error since it identifies all steps, transactions, and processes undergone
by invalid data, thus providing contextual information to machine learning. It is therefore
important to capture and retain this metadata [14].

However, as pointed out by Wang et al. [94], in the context of Big Data, the provenance
dataset itself becomes too large, therefore, while these data provide excellent context to ma-
chine learning, the volume of these metadata creates its own set of challenges. Moreover, not
only is this dataset too large, but the computational cost of carrying this overhead becomes
overwhelming [94]. Although, certain methods have been brought forward to capture data
provenance for specific data processing paradigms, such as the Reduce and Map Provenance
(RAMP) developed for MapReduce as an extension for Hadoop [96], the added burden of
provenance generally adds to the already high complexity and computational cost of machine
learning with Big Data. Consequently, as provenance data provide a way to establish the ve-
racity of Big Data, means of balancing its computational overhead and cost with the veracity
value are needed.

3.2.4.2 Data Uncertainty

Data are now being gathered about various aspects of our lives in different ways; however,
the means and methods used to gather data can introduce uncertainty and therefore impact the
veracity of a dataset.

For example, sentiment data are being collected through social media [97], but although
these data are highly important because they contain precious insights into subjective infor-
mation, the data themselves are imprecise. The certainty and accuracy of this type of data is
not objective because it relies only upon human judgment [52]. The lack of objectivity, or of
absolute truth, within the data makes it difficult for a machine learning algorithm to learn from
it.
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Another recent method of capturing data is crowdsourcing; it solicits services or ideas from
a large group of people. The data obtained from crowdsourcing, more particularly those gath-
ered through participatory sensing, contain an even higher degree of uncertainty than sentiment
data [14].

Moreover, inherent uncertainties exist in various types of data, such as weather or economic
data for example, and even the most sophisticated data pre-processing methods cannot expunge
this intrinsic unpredictability [27]. Once again, machine learning algorithms are not designed
to handle this kind of imprecise data, thus resulting in another set of unique challenges for
machine learning with Big Data.

3.2.4.3 Dirty and Noisy Data

Furthermore, in addition to being imprecise, data can also be noisy [98]. For example, the
labels or contextual information associated with the data may be inaccurate, or readings could
be spurious. From the machine learning perspective this is different from imprecise data; hav-
ing an unclear picture is different from having the wrong picture, although it may yield similar
results. Noise and dirtiness come from various sources and are related to variety; many of
the causes related to variety have been discussed in previous sections. However, the noise
challenge associated with crowdsourcing has yet to be discussed.

Crowdsourcing leads to uncertainty, especially when used for participatory sensing, but it
can also lead to noisy data because it makes use of human judgment to assign labels to data.
Moreover, the incorrect label can be either purposely or accidently assigned. The number of
incorrect or noisy labels not only influences data veracity, but can also affect the performance
of machine learning by potentially providing them with improperly labelled data.

Dirty and noisy data are not unique to Big Data, but the means by which they can be handled
may not be easily adaptable to large datasets.

3.3 Approaches

In response to the presented challenges, various approaches have been developed. Although
designing entirely new algorithms would appear to be a possible solution [99], researchers have
mostly preferred other methods. Many approaches have been suggested and surveys have been
published on specific categories of solutions; examples include surveys on platforms for Big
Data analytics [52], [53] and review of data mining with Big Data [55]. This chapter reviews
and organizes various proposed machine learning approaches and discusses how they address
the identified challenges. The big picture of approach-challenge correlations is presented in
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Table 3.1; it includes a list of approaches along with the challenges that each best addresses.
The symbol ✓ indicates a high degree of remedy while ‘*’ represents partial resolution.

Table 3.1: Machine Learning Approaches and the Challenges they address.

As it can be seen from the table, there are two main categories of solutions. The first
category relies on data, processing, and algorithm manipulations to handle Big Data. The
second category involves the creation and adaptation of different machine learning paradigms
and the modification of existing algorithms for these paradigms.

In addition to these two categories, it is important to note several machine learning as a ser-
vice offerings: Microsoft Azure Machine Learning, now part of Cortana Intelligence Suite
[100]; Google Cloud Machine Learning Platform [101]; Amazon Machine Learning[102];
and IBM Watson Analytics [103]. Because these services are backed up by powerful cloud
providers, they offer not only scalability but also integration with other cloud platform ser-
vices. However, at the moment, they support a limited number of algorithms compared to
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the R language [104], MATLAB [105], or Weka [106]. Moreover, computation happens on
cloud resources, which requires data transfer to remote nodes. With Big Data, this results in
high network traffic and may even become infeasible due to time or bandwidth requirements.
Because these ML services are proprietary, information about their underlying technologies is
very limited; therefore, this study does not discuss them further.

The following subsections introduce techniques and methodologies being developed and
used to handle the challenges associated with machine learning with Big Data. First, manipu-
lation techniques used in conjunction with existing algorithms are presented. Second, various
machine learning paradigms that are especially well suited to handle Big Data challenges are
discussed.

3.3.1 Manipulations for Big Data

Data analytics using machine learning relies on an established suite of events, also known as
the data analytics pipeline. The approaches presented in this section discuss possible manip-
ulations in various steps of the existing pipeline. The purpose of these modifications is to
respond to the challenges of machine learning with Big Data. Figure 3.3 shows a representa-
tion of the pipeline based on the work of Labrinidis and Jagadish [107], along with the three
types of manipulations to be discussed in this section: data manipulations, processing manip-
ulations, and algorithm manipulations. These three categories, along with their corresponding
sub-categories and sample solutions, are presented in Figure 3.4. The examples included are
only representatives and in no way provide a comprehensive list of solutions.

Figure 3.3: Data Analytics Pipeline

3.3.1.1 Data Manipulations

One of the first manipulations to be attempted in an effort to adapt Big Data for machine
learning is to try to modify the data in order to mimic non-Big Data. This modification takes
place in the data pre-processing stage of the pipeline, as illustrated in Figure 3.3.
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Figure 3.4: Manipulations for Big Data

Two of the most important data-related aspects affecting machine learning performance are
high dimensionality (wide datasets) and large number of samples (high datasets). Therefore,
two intuitive data manipulations for learning with Big Data are dimensionality reduction and
instance selection as shown in Figure 3.4. The term data reduction sometimes refers to both
these manipulations, but occasionally specifically denotes instance selection. Additionally,
data clearing is another important aspect of data manipulations.

Dimensionality reduction aims to map high dimensionality space onto lower-dimensionality
one without significant loss of information. A variety of means exists to reduce dimensions in
the context of Big Data. One popular, but very old technique (it originates from 1901) is prin-

cipal component analysis (PCA). PCA belongs to the family of linear mapping techniques:
orthogonal transformations are applied to transform a set of possibly correlated variables into
a set of linearly uncorrelated variables, called principal components. The first principal com-
ponent accounts for the largest proportion of the variability in the data, the second one has the
next highest variance and is orthogonal to the first, and so on. Thus, choosing only the first p

principal components can reduce dimensionality.

Examples of non-linear dimensionality reduction techniques, sometimes referred to as man-

ifold learning, include kernel PCA, Laplacian Eigenmaps, Isomap, locally linear embedding
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(LLE), and Hessian LLE [108]. Random projection is another well-developed dimensionality
reduction technique [109]. The idea behind it is to make use of random unit matrices to project
the original dataset onto a lower-dimensional space. This technique has been used for a variety
of data types such as text and images. However, it is limited to locally available static data.
Therefore, although interesting, random projection addresses only the issues related with high
dimensionality and is unable to mitigate other challenges such as data locality and availability.

Autoencoders have also been used to reduce dimensions; they learn an encoding of a dataset
[46]. Their architecture is similar to a multi-layer perceptron (MLP): one input, one output,
and one or more hidden layers. The difference from the MLP is that an autoencoder always has
the same number of input and output nodes. Whereas the MLP learns the mapping between the
input and target variables, an autoencoder learns to reconstruct its inputs. The hidden layers
are responsible for encoding, they map the input feature space X to a lower-dimension space
F, creating a compressed representation of X. The output layer on the other hand, serves as the
decoder and reconstructs the input X from the compressed representation F.

Dimensionality reduction primarily addresses the curse of dimensionality and the process-
ing performance challenges.

Instance selection refers to techniques for selecting a data subset that resembles and rep-
resents the whole dataset. Whereas dimensionality reduction deals with wide datasets, data
reduction, more specifically instance selection, aims to reduce a dataset’s height. The subset is
consequently used to make inferences about the whole dataset. Instance selection approaches
are diverse and include random selection, genetic algorithm-based selection, progressive sam-
pling, using domain knowledge, and cluster sampling [110].

Although instance selection reduces dataset size thus improves processing performance and
eases the curse of modularity, a number of questions arise:

• How big should the sample be? The sample size should balance accuracy and computing
time.

• What sampling approach should be used? The choice of approach has a major impact on
how well the subset represents the whole.

• How good will the model be? Instance selection introduces sampling error due to the
differences between the sample and the whole dataset.

These issues, although well researched in learning with small datasets, are enlarged in the
Big Data context because data size makes it more difficult to evaluate different properties or
models.
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Moreover, as already mentioned, in the Big Data context, challenges of class imbalance,
noise, variance, and bias are more common and more difficult. In turn, this makes it more
challenging to select a subset that will adequately represent the whole set. For example, with
a large class imbalance, the selection approach must ensure that instances from all classes are
selected. On the other hand, an appropriate instance selection can remedy class imbalance.

Data cleaning is another type of data manipulations; it refers to pre-processing such as
noise and outlier removal. Thus, it tackles the challenges of dirty and noisy data. In this area,
there is no significant development with respect to Big Data. Noise removal has been an es-
pecially active research topic in the audio, image, and video domains. Example techniques
include smoothing filters and wavelet transforms [111]. However, such pre-processing is not
practical for real-time processing or when the data distribution may change over time. Au-
toencoders, in addition to dimensionality reduction, can perform denoising when they recover
a signal from partially corrupted input data. Therefore, the challenges of noisy and dirty data
can also be addressed by this method.

3.3.1.2 Processing Manipulations

To improve machine learning performance with Big Data, processing manipulations focus on
modifying how data are processed and stored. Here, the term storage refers not only to physical
storage on a permanent medium, but also to how data are represented in memory. As illustrated
in Figure 3.3, processing manipulations can happen during three phases of the data analytics
pipeline: data transformation, data storage, and data analysis.

In these stages, independent of the category of manipulations, processes can be embedded
to capture data provenance and therefore remedy provenance challenge; an example is the
Reduce and Map Provenance (RAMP) developed for MapReduce as an extension for Hadoop
[96]. However, such process carries a significant computational overhead.

The main stream of solutions from this category includes those based on parallelization.
Processing techniques can take advantage of the inherent parallel nature of certain algorithms.
Many learning algorithms, such as brute-force search and genetic algorithms, are trivially par-
allel, and therefore parallelization can provide massive performance improvements. Conse-
quently, researchers have developed techniques and tools to parallelize machine learning. Two
categories of parallel systems can be distinguished: vertical and horizontal scaling paradigms.

The vertical scaling (scaling up) paradigm includes multicore CPUs, supercomputers (blades),
hardware acceleration including graphic processing units (GPUs) and field-programmable gate
arrays (FPGAs). In the Big Data context, it is often discarded because it is limited to resources
available on a single node; however, for machine learning, it is important to highlight the GPU
approach. GPUs are specially designed for manipulating images for output displays. The large
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number of cores (in thousands) compared to CPUs and the development of GPU interfaces such
as Nvidia’s CUDA have resulted in increased use of GPUs for general purpose processing. Be-
cause GPUs were originally designed for graphic display, image processing, matrix operations,
and vector operations are especially suited for such systems. However, other ML algorithms
can also be implemented on a GPU if they can be parallelized to a sufficiently high degree.
Today, a large number of GPU accelerated ML algorithms are available [112]. Although it
provides excellent performance through highly parallel processing, the size of data that GPU
machine learning can process is limited by memory because typically processing happens on a
single node.

FPGAs have been rarely mentioned in the context of Big Data. They are hardware com-
ponents especially built for a specific purpose or application. Although this limits their appli-
cability to Big Data, it is important to note the excellent FPGA performance achieved when
scanning large amounts of network data [113].

The horizontal scaling (scaling out) paradigm refers to distributed systems where process-
ing is dispersed over networked nodes. As with vertical scaling, processing is parallelized, but
it also involves distributed nodes and hence network communication. Due to its capability to
scale over large numbers of commodity nodes, distributed systems have been the focus of Big
Data research.

This paradigm has been developed in two streams: batch- and stream-oriented systems.

Batch-oriented systems process a large amount of data at once, have access to most of
the data, and typically are more concerned with throughput than with latency. MapReduce-
based solutions such as Hadoop [114] and NIMBLE [115] belong to this category. Because
MapReduce encounters difficulties when dealing with iterative algorithms, new solutions have
been proposed: HaLoop [116] and Twister [117] extend Hadoop to provide better support for
iterative processing. MapReduce-based solutions address the curse of modularity as they typ-
ically do not require the complete dataset to be held in memory. Moreover, data locality is
also resolved as those solutions support work with data residing on different physical location.
Such solutions facilitate work with high dimensional data, but they do not resolve the break-
down of the similarity-based reasoning, thus they provide partial resolution for the curse of
dimensionality.

Similarly, to support this type of processing more effectively, to handle highly intercon-
nected data, and accommodate graph algorithms, graph-based solutions have emerged. Pregel
[118], the algorithm behind Google’s PageRank, and Giraph[119], used by Facebook to an-
alyze social connections, are examples from this category. They are based on the bulk syn-
chronous parallel paradigm, and they retain states in memory, which facilitates iterative pro-
cessing. Solutions from this category deal with the challenge of processing performance.
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Stream-oriented systems operate on one data element or a small set of recent data in real-
time or near real-time. Typically, computations performed in such a system are not as complex
as those performed by batch systems. Examples from this category are Apache Storm [84], Ya-
hoo’s S4 [85], and Spark Streaming [64]. Although inspired by MapReduce, these platforms
present a significant departure from Hadoop MapReduce; they have moved from in-memory
data dependence to streams. Both Storm and S4 express computations using a graph topol-
ogy, and their runtime engines handle parallelization, message passing, and fault tolerance. In
contrast to Storm and S4, which perform one-by-one processing, Spark Streaming divides data
into micro-batches and carries out computation on the micro-batches.

Stream-oriented systems enable mitigation of processing performance and real-time pro-
cessing issues. They also mitigate the curse of modularity as they do not require the dataset
to fit into memory and remedy the data availability challenge as they work with continuously
arriving data. However, streaming systems are only suitable for very simple machine learn-
ing. Gorawski et al. [120] and Cugola and Margara [121] surveyed data stream processing
tools and complex event processing. While they do not mention machine learning specifically,
their discussion on the ability of each tool or approach to meet specific requirements provides
insights about proper tool and approach selection.

Research in ML with Big Data has focussed mainly on the horizontal scaling paradigm:
MapReduce-based solutions, graph-based solutions, and streaming. As discussed earlier, each
category addresses specific problems and encounters difficulties with others. All solutions from
the processing manipulation category primarily focus on improving performance (throughput
or latency) and do not remedy a number of other challenges as illustrated in Table 3.1. The
combination of processing manipulations with algorithms and new learning paradigms pro-
vides research opportunities to undertake the remaining Big Data challenges.

3.3.1.3 Algorithm Manipulations

Algorithm manipulations include approaches that modify existing algorithms, with or without
applying new paradigms. Since the very beginning of machine learning, researchers have been
trying to improve existing algorithms and to reduce their time and/or space complexity. With
Big Data, these efforts have intensified because it has become more important to handle large
datasets.

As illustrated in Figure 3.4, this study distinguishes two categories: algorithm modifications

and algorithm modifications with new paradigms (approaches that involve modifying existing
algorithms, applying process manipulations, and/or new paradigms).

Algorithm modifications have focussed on modifying algorithms to improve their perfor-
mance. For example, the following approaches have been developed for specific machine
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learning algorithms to address volume challenges:

• Pegasos [122] provides an optimized version of the support vector machine (SVM) al-
gorithm for large-scale text processing. Its runtime does not depend directly on training
set size, and hence Pegasos is especially suitable for large datasets.

• Regularization paths [123] for linear models supports linear regression, two-class logistic
regression, and multinomial regression problems. This approach enables processing of
large datasets and efficiently handles sparse features.

Solutions from this category deal with processing performance and real-time processing.
As they are typically distributed computing solutions, they also address the data locality chal-
lenge. Moreover, the curses of dimensionality and modularity are partially remedied as those
solutions support work with high dimensional data and may provide smaller memory footprint.

Algorithm modifications with new paradigms category involves modifying ML algorithms
to work better with new process manipulations and/or new paradigms. An example from this
category would be to modify an algorithm through parallelization and to adapt the algorithm
for a new parallel processing paradigm such as MapReduce. Chu el al. [62] adapted several
algorithms to multicore MapReduce, including naı̈ve Bayes, Gaussian discriminative analysis,
k-means, neural networks, support vector machines, and others. As Chu et al. [62] have shown,
by using an approach such as MapReduce, some algorithms can be modified to improve perfor-
mance. However, other algorithms, especially iterative ones, cannot be easily parallelized, and
consequently, due to the curse of modularity, whole families of algorithms may not be usable
for this paradigm [15].

ML platforms are another type of solutions from this category; they combine algorithm
adaptation with new paradigms. Solutions from this category started with disk-based systems
such as Apache Mahout [124] with underlying Hadoop. Because disk access is slow, ML
platforms evolved to memory-based solutions: examples include Apache Spark [64] and 0xdata
H2O [125]. Spark is a distributed computing framework based on distributed datasets and in-
memory processing. In addition to the Spark Core, which provides a distributed computing
foundation, Spark also includes libraries built on top of the core, including Spark SQL, Spark
Streaming, MLlib (machine learning library), and GraphX. The MLlib library offers a large
number of machine learning algorithms, but it is still limited compared to the R language or
MATLAB.

0xdata H2O is another distributed machine learning platform. Like Spark, it is an in-
memory distributed system and can therefore support massively scalable data analytics. Whereas
Spark focuses on providing a platform for in-memory analytics, the emphasis of H2O is specif-
ically on scalable machine learning. H2O can be installed on top of Spark (Sparkling Water)
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to combine H2O’s machine learning capabilities with the powerful Spark distributed platform.
With the Mahout Samsara release, Mahout has also been transformed into a memory-based
system.

Another example of a distributed machine learning platform is Petuum [126]. While Spark
MLlib or H2O rely on general purpose distributed platforms (MLlib on Spark and H2O on
Spark or Hadoop), Petuum is a complete platform developed specifically for machine learning.
Vowpal Wabbit [127] is yet another interesting solution from this category; it uses an online
learning approach. This means that data do not have to be pre-loaded into memory, and hence
the memory footprint is not dependent on the number of samples.

Lastly Apache SAMOA [128] and Google’s TensorFlow [129] both provide machine learn-
ing libraries for distributed processing environments. Unlike SAMOA which abstracts the
distributed streaming nature of the processing from the user, TensorFlow makes use of data
flow graphs as a flexible architecture to enable users to deploy computations across devices.
Although these solutions are quite promising, they each are bound to a subset of challenges:
SAMOA is bound to stream processing and TensorFlow is designed for Deep Learning.

This work classifies ML platforms as an algorithm modifications solution; however, they
also can be considered processing modifications, as illustrated by the dashed line in Figure 3.4.

All algorithm modification solutions (with or without new paradigms) focus on providing
the capability to process large datasets, improving performance, or providing real-time process-
ing capabilities. They also remedy data locality as distributed computation can be performed
with data residing on different physical locations. Algorithm modification with new paradigms,
specifically ML platforms, mitigate the curse of modularity as they use memory of all nodes in
the cluster and the curse of dimensionality as they facilitate work with high dimensional data.
However, they do not specifically address a number of other challenges as illustrated in Table
3.1. Although unable to provide a complete solution to all the challenges discovered, algorithm
manipulations offer a means for researchers to deploy, modify, and adapt existing algorithms
for Big Data in order to address some of the unaddressed concerns.

3.3.2 Machine Learning Paradigms for Big Data

A variety of learning paradigms exists in the field of machine learning; however, not all types
are relevant to all areas of research. For example, Deng and Li [130] presented a number of
paradigms that were applicable to speech recognition. Congruently, the work presented here
includes machine learning paradigms relevant in the Big Data context, along with how they
address the identified challenges.
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3.3.2.1 Deep Learning

Deep learning is an approach from the representation learning family of machine learning.
Representation learning is also often referred to as feature learning [131]. This type of al-
gorithm gets its name from the fact that it uses data representations rather than explicit data
features to perform tasks. It transforms data into abstract representations that enable the fea-
tures to be learnt. In a deep learning architecture, these representations are subsequently used
to accomplish the machine learning tasks. Henceforth, because the features are learned directly
from the data, there is no need for feature engineering. In the context of Big Data, the ability
to avoid feature engineering is regarded as a great advantage due to the challenges associated
with this process.

Deep learning uses a hierarchical learning process similar to that of neural networks to ex-
tract data representations from data. It makes use of several hidden layers, and as the data pass
through each layer, non-linear transformations are applied. These representations constitute
high level complex abstractions of the data [46]. Each layer attempts to separate out the factors
of variation within the data. Because the output of the last layer is simply a transformation
of the original input, it can be used as an input to other machine learning algorithms as well.
Deep learning algorithms can capture various levels of abstractions, thus this type of learning
is an ideal solution to the problem of image classification and recognition. Figure 3.5 provides
an abstract view of the deep learning process [5]. Each layer learns a specific feature: edges,
corners and contours, and object parts.

Figure 3.5: Representation of the Deep Learning process when performing image-based tasks
[5]

The deep learning architecture is versatile and can be built using a multitude of components:
autoencoders and restricted Boltzmann machine are typical building blocks [46]. Autoencoders
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are unsupervised algorithms that can be used for many purposes such as anomaly detection, but
in the context of Big Data, they typically serve as a precursor step with neural networks [132].
They work through backpropagation by attempting to set their target output as their input,
thereby auto-encoding themselves. Boltzmann machines [133] are similar except that they use
a stochastic rather than deterministic process. Deep belief networks [134] are another example
of deep learning algorithms.

Furthermore, the reliance upon an abstract representation also makes these algorithms more
flexible and adaptable to data variety. Because the data are abstracted, the diverse data types
and sources do not have a strong influence on the algorithm results, making deep learning a
great candidate for dealing with data heterogeneity.

Interestingly, deep learning can be used for both supervised and unsupervised learning [50].
This is possible due to the very nature of the technique; it excels at extracting global relation-
ships and patterns from data because of its reliance upon creating high level abstractions. In
the context of Big Data, this is a great advantage as it renders the algorithms less sensitive to
veracity challenges such as dirty, noisy, and uncertain data [50]. Moreover, its multiple lay-
ers of non-linear transformations addresses the challenge associated with data non-linearity.
Deep compression has been proposed as a way of speeding up processing without the loss of
accuracy [135].

According to the described characteristics, deep learning seems to be well suited to address
many of the previously identified challenges such as feature engineering, data heterogeneity,
non-linearity, noisy and dirty data, and data uncertainty. However, those algorithms are not
fundamentally built to learn incrementally [136] and are therefore susceptible to the data ve-
locity issue. Although they are especially well adapted to handle large datasets with complex
problems, they do not do so in a computationally efficient way. For high dimensional data
[46] or large numbers of samples such algorithms may even become infeasible, making deep
learning susceptible to the curse of dimensionality.

3.3.2.2 Online Learning

Because it responds well to large-scale processing by nature, online learning is another ma-
chine learning paradigm that has been explored to bridge efficiency gaps created by Big Data.
Online learning can be seen as an alternative to batch learning, the paradigm typically used in
conventional machine learning. As its name implies, batch learning processes data in batches
and requires the entire dataset to be available when the model is created [74]. Furthermore,
once generated, the model can no longer be modified. This makes it difficult to deal with the
dimensions of Big Data for the following reasons:
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• Volume: having to process a very large amount of data at one time is not computationally
efficient or always feasible.

• Variety: the need to have the entire dataset available at the beginning of the processing
limits the use of data from various sources.

• Velocity: the requirement to have access to the entire dataset at the time of processing
does not enable real-time analysis or use of data from various sources.

• Veracity: because the model cannot be altered, it is highly susceptible to performance
impediments caused by poor data veracity.

Conversely, online learning uses data streams for training, and models can learn one in-
stance at a time [50]. This “learn-as-you-go” paradigm alleviates the computational load and
processing performance because the data do not have to be entirely held in memory. This en-
ables processing of very large volumes of data, remedies the curse of modularity, facilitates
real-time processing, and provides the ability to learn from non-i.i.d. data [50]. Moreover, as
it does not require all data to be present at once or located at the same place, this paradigm
remedies data availability and locality.

Furthermore, the descriptor “online” also reflects the fact that this paradigm continuously
maintains its model; the model can be modified whenever the algorithm sees fit. Its adaptive
nature makes it possible to handle a certain amount of dirty and noisy data, class imbalances,
and concept drift. Indeed, Mirza et al. [137] proposed an ensemble of subset online sequential
extreme learning machines to achieve a solution for concept drift detection and class imbalance,
while Kanoun and van der Shaar [138] presented an online learning solution for remedying the
challenge of concept drift.

It is apparent that the online learning architecture responds well to the challenges associated
with Big Data velocity; its incremental learning nature alleviates challenges of data availability,
real-time processing, i.i.d, and concept drift. For example, this paradigm could be used to
handle stock data prediction due to the ever-changing and rapidly evolving nature of the stock
market. However, the issues associated with dimensionality, feature engineering, and variety
remain unresolved. Moreover, not all machine learning algorithms can be easily adapted to the
online learning.

3.3.2.3 Local Learning

First proposed by Bottou and Vapnik in 1992 [139], local learning is a strategy that offers
an alternative to typical global learning. Conventionally, ML algorithms make use of global
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learning through strategies such as generative learning [140]. This approach assumes that
based upon the data’s underlying distribution, a model can be used to re-generate the input
data. It basically attempts to summarize the entire dataset, whereas local learning is concerned
only with subsets of interest. Therefore, local learning can be viewed as a semi-parametric
approximation of a global model. The stronger but less restrictive assumptions of this hybrid
parametric model yield low variance and bias [8].

Figure 3.6 provides an abstract view of the local learning process. The idea behind it is to
separate the input space into clusters and then build a separate model for each cluster. This
reduces overall cost and complexity. Indeed, it is much more efficient to find a solution for k

problems of size m/k than for a single problem of size m. Consequently, such approach could
enable processing of datasets that were considered too large for global paradigms. Another way
of implementing local learning is to modify the learning algorithms so that only neighbouring
samples influence the output variable.

A typical example where local learning would be beneficial is, for instance, predicting
the energy consumption of several customers. Building a model for similar customers could
be favourable to building one unique model for all customers or to building one model per
customer.

Figure 3.6: Representation of the Local Learning paradigm

Recently, Do and Poulet [141] developed a parallel ensemble learning algorithm of ran-
dom local support vector machines that was able to perform much better than the typical SVM
algorithm in addressing volume related issues, thereby demonstrating how local learning can
help alleviate some of the issues associated with Big Data. Moreover, local learning has out-
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performed global learning in terms of accuracy and computation time in several forecasting
studies [142], [143].

Dividing the problem into manageable data chunks reduces the size of data that need to
be handled and potentially loaded into memory at once; therefore, this paradigm alleviates the
curse of modularity. In addition, because of the locality of each cluster, models are not signif-
icantly affected by the challenges associated with class imbalances and data locality. Recent
work has shown that local learning often yields better results than global learning when dealing
with imbalanced datasets [8].

Therefore, the challenge of the curse of modularity, class imbalance, variance and bias,
and data locality can be alleviated by a local approach. However, matters of dimensionality
and velocity, such as concept drift among others, have yet to be addressed. Overall, in the
Big Data context, the local approach remains largely unexplored; studying how this paradigm
could better handle velocity and veracity challenges appears to be particularly open.

3.3.2.4 Transfer Learning

Transfer learning is an approach for improving learning in a particular domain, referred to as
the target domain, by training the model with other datasets from multiple domains, denoted
as source domains, with similar attributes or features, such as the problem and constraints.
This type of learning is used when the data size within the target domain is insufficient or the
learning task is different [144]. Figure 3.7 shows an abstract view of transfer learning.

The distinguishing characteristic of transfer learning from other traditional ML approaches
is fact that the training set does not necessarily come from the same domain as the testing set.
Moreover, it can train on data from several domains individually or combined together using
regular or adapted machine learning algorithms; domains do not have to have the same data
distribution or the same feature space [145]. Different elements can be transferred from the
source domains into the target domain: instances, feature representations, model parameters,
and relational knowledge [146]. An example use case is energy consumption prediction for
a new building (the target domain) using datasets collected from other similar buildings (the
source domains) that probably have similar consumption patterns, but are different in size and
efficiency.

Consequently, transfer learning is a possible candidate for resolving some of the challenges
related to the volume, variety, and veracity dimensions of Big Data environments. From the
volume category, it can remedy class imbalance as the instances can be transferred from other
diverse domains to better balance classes in the target domain. Because of the ability to learn
from different domains and transfer knowledge between different datasets, transfer learning is
a promising solution for the data heterogeneity challenge (the variety category). Moreover,
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Figure 3.7: Representation of the Transfer Learning paradigm

instance transfer from different domains can contribute to reducing challenges of dirty and
noisy data as well as data uncertainty (the variety and veracity categories).

A few studies have discussed transfer learning for Big Data. Yang et al. [145] introduced
an automatic transfer learning algorithm for Big Data. They improved a supervised learning
approach, the Laplacian eigenmaps algorithm, by enabling automatic knowledge transfer from
the source domains to the target domain. The system was designed for analyzing short text
data using knowledge from the long text obtained from the Web. Zhang [80] described sev-
eral examples of transfer learning with Big Data based on the concept of data fusion among
homogenous and heterogeneous datasets; data fusion refers to combining data from several
sources. For these reasons, transfer learning is one of the paradigms that address data size and
heterogeneity.

3.3.2.5 Lifelong Learning

Lifelong learning mimics human learning; learning is continuous; knowledge is retained and
used to solve different problems. It is directed to maximize overall learning, to be able to solve
a new task by training either on one single domain or on heterogeneous domains collectively
[147]. The learning outcomes from the training process are collected and combined together
in a space called the topic model or knowledge model. In the case of training on heterogeneous
domains, transfer learning might be used in the combining step to create such a topic model.
The existing knowledge in this topic model is used to perform a new task regardless of where
the knowledge comes from.
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Lifelong learning is related to online learning and transfer learning. Like online learning,
lifelong learning is a continuous process; however, whereas online learning considers only
a single domain, lifelong learning includes a multitude of domains. Like transfer learning,
lifelong learning is capable of transferring knowledge among domains. But, unlike transfer
learning, lifelong learning is a continuous process over time because the topic space is refined
each time a new learning outcome arrives. For example, consider the process of inferring
individuals’ sport interests when various data are available such as their physical location,
social media interactions, weather data, and Web browsing history. The prediction of individual
interests needs to change periodically over time when new data become available because the
area of interest may shift over time. Figure 3.8 depicts a high level view of lifelong learning.

Traditional machine learning algorithms have a single target domain and cannot transfer
learning from one task to another (with the exception of transfer learning). Consequently, Khan
et al. [148] consider such approaches unsuitable for Big Data because of the many domains
covered by such data and the constant appearance of new ones. They consider lifelong learning
to be a good candidate solution for Big Data because the model is continuously refined and the
learned task is applicable to different domains.

Figure 3.8: Representation of the Lifelong Learning paradigm

Similar to online learning, lifelong learning is a promising solution for processing perfor-
mance, real-time processing, data availability, and concept drift. This is because it does not
rebuild the model every time a new piece of data arrives, but only updates the existing knowl-
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edge based on the new incoming data. New knowledge is of course added to the existing
knowledge base for all future tasks. Since lifelong learning incorporates transfer learning as
its integral part, it addresses the same issues as transfer learning: the data heterogeneity, class
imbalance, dirty and nosy data, and data uncertainty. However, presently there has been little
development in this area because achieving this vision is very challenging.

Lifelong learning has been applied in various domains. Chen and Liu [149] suggested
an unsupervised learning algorithm, the Gibbs Sampler, for mining the topic model and for
generating a better knowledge space in the context of e-commerce reviews. In their work, the
Big Data are divided into small sets, each set is trained individually, and the learning results are
compared to yield a better topic model. Suthaharan [150] discussed issues related to combining
machine learning, including lifelong learning, with Big Data technologies such as Hadoop
and Hive. They focussed on network intrusion detection where data are growing quickly and
arriving fast from different sources.

Khan et al. [148] surveyed lifelong learning models, including probabilistic topic models
and knowledge-based topic models, for natural language processing with large data volumes.
Their work discussed how these models can be used with Big Data to improve learning perfor-
mance and accuracy.

3.3.2.6 Ensemble Learning

Ensemble learning combines multiple learners to obtain better learning outcomes (e.g., predic-
tion, classification) than those obtained from any constituent learner [151]. Figure 3.9 presents
an abstract view of the ensemble learning process. Typically, the overall outcome is determined
by a voting process among the weighted outcomes of individual learners [151]. These individ-
ual learners can be similar or from completely different categories, including those belonging
to supervised and unsupervised ML. The weighting mechanism assigns a value to each learning
output point and combines them. The voting process could be implemented in a straightfor-
ward way by directly aggregating the values of the learning points or through the use of the
statistical techniques to obtain a combined value of the learning outputs that may lead to better
learning performance [152]. Waske and Benediktsson [153] have applied SVM for individual
learners and also used an SVM in the voting process.

There are two main ways to apply ensemble learning: the first one trains different learners,
each one on the complete dataset, whereas the second one splits the dataset and trains each
learner (same or different) only on a subset. The second approach has potential in the Big Data
context because it can speed up and improve the learning process. Basically, improvement
is achieved by splitting up large volumes of data into small disjoint datasets. One or more
machine learning algorithm(s) are then trained on a different disjoint dataset. The outcomes
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Figure 3.9: Representation of the Ensemble Learning paradigm

from all learners are combined using some kind of voting scheme to improve the accuracy
of the overall solution. For example, to detect anomalous behavior, ensemble learning could
be applied by breaking a large dataset into small ones, training learners on small sets, and
combining results to identify anomalies with high accuracy, but with few false alarms.

Several studies have discussed applying ensemble learning to Big Data. For example, Tang
et al. [154] used it to decrease computation time and simultaneously improve learning ac-
curacy. They split the large dataset into smaller datasets using a probabilistic approximation
technique called the Reservoir sampling method.

Research studies have shown that ensemble learning performs well with different datasets
[155], [156]. Zang et al. [155] presented a comparative study of ensemble and incremental
learning. They observed that incremental algorithms were faster, but ensemble models per-
formed better in the presence of concept drift. Alabdulrahman [156] experimented with four
different datasets; he investigated correlations among ensemble sizes, base classifiers, and vot-
ing methods.

Works of Tang et al. [154] and Gruber et al. [157] used ensemble learning mainly to min-
imize computing time by dividing a big dataset into small training sets. Unlike the work of
Tang et al. [154], Gruber at al. [157] suggested invoking several different machine learning al-
gorithms on the small sets. Then the output values of all algorithms were weighted, combined,
and evaluated using inverse probability weights (i.e., the voting phase). Finally, the authors
showed that ensemble learning could also be used to choose learning algorithms by removing
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those that did not have an impact on the final outcome. This approach consequently decreased
computing time.

Ensemble learning plays a key role in emphasizing correctness of learning outcomes as
well as speeding up the learning process. With respect to correctness, using several different
learners or training with different subsets has the potential to minimize the error rates. On
the other hand, similar to local learning, splitting the dataset and training on subsets improves
processing performance as it is more efficient to find a solution for k problems of size m/k

than for a single problem of size m. This data splitting also reduces data chunks that need to
be loaded into memory at once making ensemble learning capable of addressing the curse of
modularity. Moreover, ensemble learning is capable of addressing concept drift [155]. How
ensemble learning could be modified to best handle the issues related to variety and velocity
remains to be explored.

3.4 Discussion

Ratner [72] describes machine learning as a field that makes use of algorithms to solve prob-
lems with an underlying statistical component, such as regression, classification, and cluster-
ing, by means of an assumption-free non-parametric approach. For years, researchers have
used machine learning to solve such problems without worrying about whether the situations
they were facing met the requirements and the classical statistical assumptions upon which
certain methodologies rely [72]. Arguably, the lack of concern with regard to these assump-
tions has enabled scientists to advance more quickly in the field of machine learning than in the
field of statistics [72]. However, with the advent of Big Data, many of the assumptions upon
which the algorithms rely have now been broken, thereby impeding the performance of analyt-
ical tasks. In response to those pitfalls, together with the need to process large datasets fast, a
number of new machine learning approaches and paradigms have been developed. However, it
remains consistently difficult to find the best tools and techniques to tackle specific challenges.

This chapter has identified and presented challenges in machine learning with Big Data,
reviewed emerging machine learning approaches, and discussed how each approach is capable
of addressing the identified challenges. The overview of the relation between challenges and
approaches has been presented in Table 3.1. A single application or a use case may encounter
several challenges and may need to combine several approaches to handle those challenges.
The following use cases demonstrate the use of the presented work:

Case study 1: Energy Prediction. Sensor-based forecasting using historical sensor read-
ings to infer future energy consumption has gained popularity due to proliferation of sensors
and smart meters. Grolinger et al. [133] considered energy forecasting with large sensor data.



3.4. Discussion 51

They encountered two main challenges from the volume category: processing performance
(long time to build the model) and curse of modularity (complete data set fitting into mem-
ory). To resolve those challenges, they applied local learning, thus complying with Table 3.1
which indicates that local learning addresses challenges of processing performance and curse
of modularity. As indicated in Table 3.1, those challenges could potentially be solved with
other approaches such as horizontal scaling. In their study, local learning not only significantly
improved the performance, but also increased prediction accuracy.

Case study 2: Recommender system. Collaborative filtering mechanisms are capable of
suggesting relevant online content to users based on their browsing history. Millions of dig-
ital transactions are collected daily and they need to be continuously analyzed to improve
recommendations and increase user engagement. Like case study 1, to address processing
performance and curse of modularity challenges, Bachmann [158] applied local learning. Ad-
ditionally, local learning enabled embedding contextual awareness into collaborative filtering.

Case study 3: Machine translation. Machine translation systems are computationally ex-
pensive and, in the case of large data sets, may even be prohibitive [159]. To handle this
processing performance challenge, Google uses deep learning, specifically TensorFlow which
is one of the ML platforms as illustrated in Figure 4. TensorFlow can be deployed on one or
more CPUs or GPUs making this a horizontally and vertically scalable approach. Thus, Google
machine translation uses a combination of several approaches (deep learning, horizontal and
vertical scaling) to address the performance challenge.

Case study 4: Activity recognition. The constant advancements of the IoT has led to the
development of numerous sensor equipped wearable devices. Saeedi et al. [160] proposed
autonomous reconfiguration of wearable systems in order to handle impact of configuration
changes on activity recognition. The main challenge they faced lied in the heterogeneity of the
data; wearable sensor data contains a variety of signal heterogeneity such as subject, device and
sampling frequency related heterogeneity. In accordance with Table 3.1, transfer learning was
used to tackle this Big Data challenge. Deep learning and lifelong learning could have also
been considered. Nevertheless, the authors reported a performance increase between 3-13%
due to their solution.

The correlation between approaches and Big Data challenges presented in Table 3.1. makes
it possible to identify the main opportunities and directions for future research in machine
learning with Big Data. Because a single approach may address more than one challenge
and several challenges may be addressed with a single approach, the future directions are not
categorized according to V dimensions, but they represent broad research opportunities:

• Data fusion will become even more important as researchers and industry try to combine
data from a number of different sources with different formats and semantics to provide
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new insights.

• Process and algorithm manipulations are expected to continue to attract significant re-
search interest because they make it possible to use traditional algorithms adapted to
work with Big Data.

• Paradigms that enable updating of existing models upon arrival of new data without the
need to retrain the complete model are very promising because they can accommodate
bigger datasets than batch learning. Paradigms from this category are online learning
and lifelong learning.

• Stream processing is presently limited to relatively simple problems. However, with new
developments, it is anticipated that it will be able to handle more complex computations.

• Online learning may possibly merge with stream processing. If online learning can up-
date its model in real time or near real time, it can be integrated into stream processing.

• Integration of various approaches such as deep learning and online learning presents
itself as an interesting and promising research area worthy of further consideration. A
combination of various approaches would ensure better coverage of the issues related to
machine learning with Big Data.

From Table 3.1 it can be noted that there is no correlation between Bonferonni’s principle
and any of the reviewed approaches. Although its impact in the Big Data context is large [76],
we are not aware of a specific Big Data solution addressing this problem. Preventing those
false positives is important, but it appears it attracted very limited attention from the Big Data
community.

3.5 Conclusions

This chapter has provided a systematic review of the challenges associated with machine learn-
ing in the context of Big Data and categorized them according to the V dimensions of Big Data.
Moreover, it has presented an overview of ML approaches and discussed how these techniques
overcome the various challenges identified.

The use of the Big Data definition to categorize the challenges of machine learning enables
the creation of cause-effect connections for each of the issues. Furthermore, the creation of
explicit relations between approaches and challenges enables a more thorough understanding
of ML with Big Data. This fulfills the first objective of this work; to create a foundation for a
deeper understanding of machine learning with Big Data.
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Another objective of this study was to provide researchers with a strong foundation for
making easier and better-informed choices with regard to machine learning with Big Data. This
objective was achieved by developing a comprehensive matrix that lays out the relationships
between the various challenges and machine learning approaches, thereby highlighting the best
choices given a set of conditions. This research enables the creation of connections among the
various issues and solutions in this field of study, which was not easily possible on the basis of
the existing literature.

From the development or adaptation of new machine learning paradigms to tackle unre-
solved challenges, to the combination of existing solutions to achieve further performance
improvements, this work has identified research opportunities. This work has therefore ac-
complished its last objective by providing the academic community with potential directions
for future work and will hopefully serve as groundwork for great improvements in the field of
machine learning with Big Data.



Chapter 4

Transformer Adaptation for Load
Forecasting with Big Data

4.1 Introduction

Smart meter technologies and the rise of the IoT have deeply affected the challenge of electrical
load forecasting by taking it to a much larger scale [161]. Electrical load forecasting is not
a recent challenge. The literature shows method and application research from as early as
the 1970s [162]. However, the methods previously used to perform this task are affected by
a number of new factors: the data are now collected at a much faster interval and is now
accessible in real-time, making it Big Data, both in terms of volume and velocity. Utility
companies are looking for means to deploy models quickly for large amounts of meters without
jeopardizing accuracy. This has led to a need for more efficient forecasting, more specifically
in terms of reducing model training and processing time, therefore highlighting the need for
solutions such as model parallelization. As a response, this research will present a modification
of the transformer architecture. The following section will serve as an introduction to this
chapter.

4.2 Load Forecasting for Diverse Smart Meters

In 2016, three-quarters of the global emissions of carbon dioxide (CO2) were directly related
to energy consumption [163]. Amongst the energy-related emissions, the international energy
agency reported that electricity was the largest single contributor with 36% of the responsibility
[164]. In the United States alone, in 2019, 1.72 billion metric tons of CO2 [165] were gen-
erated by the electric power industry, 25% more than those related to the gasoline and diesel
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fuel consumption combined. The considerable impact of electricity consumption on the en-
vironment has led to many measures being implemented by various countries to reduce their
carbon footprint. Canada, for example, as part of its commitment to reduce its greenhouse
gas emission by 30% below 2005 levels before 2030, developed the Pan-Canadian Framework
on Clean Growth and Climate Change (PCF). One of the key parts of the plan involves the
modernization of the power system through the use of smart grid technologies [166].

The Electric Power Research Institute (EPRI) defines the smart grid as one that integrates
various forms of technologies within each aspect of the electrical pipeline, from generation
to consumption. The purpose of technological integration is to minimize the environmental
burden, improve markets, and strengthen reliability and services while minimizing costs and
enhancing efficiency [167]. Electric load forecasting plays a key role [168] to fulfill those goals
by providing intelligence and insights to the grid [169].

There exist various techniques used to perform load forecasting. However, Recurrent Neu-
ral Network (RNN) based approaches have been outperforming other methods [170, 168, 171].
Although these techniques have been successful in terms of accuracy, a number of downsides
have been identified. Firstly, studies typically evaluate models on one, or a very few, buildings
or households [172, 173, 88]. We suggest that using a single data stream is not sufficient to
bring conclusions about the applicability of results over a large set of diverse electricity con-
sumers. Accuracy for different consumers will vary greatly as demonstrated by Fekri et al.
[174]. Therefore, this research uses various data streams, exhibiting different statistical prop-
erties, in order to ensure the portability and reproducibility of the results. Secondly, although
RNN-based methods are achieving high accuracy, their high computational cost further em-
phasizes the processing performance challenges associated with deep learning when dealing
with Big Data.

In response to the computational cost, the transformer architecture has been developed in
the field of Natural Language Processing (NLP) [37]. It has allowed great strides in terms of
accuracy and, through its ability to be parallelized, has led to performance increase for NLP
tasks. However, the architecture is highly tailored to linguistic data and cannot directly be
applied to time series. Nevertheless, linguistic data and time series both have an inherently
similar characteristic, their sequentiality. This similarity along with the high level of success
of transformers in NLP motivated this work.

Consequently, this chapter proposes an adaptation of the complete transformer architecture
for load forecasting, including both the encoder and the decoder components. A contextual
module, an N-Space transformation module, a modified workflow, and a dimensionality re-
duction module were developed to account for the differences between language and electrical
data. More specifically, they are used to address the numerical nature of the data and the con-
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textual features associated with load forecasting tasks and that have no direct counterparts in
NLP. The proposed approach is evaluated on 20 data streams and the results show that the
adapted transformer is capable of outperforming cutting-edge Sequence-to-Sequence RNNs
[175] while having the ability to be parallelized, therefore addressing the performance issues
of the deep learning architecture, as identified in Chapter 3, in the context of load forecasting.

The remainder of this chapter is organized as follows: Section 4.3 presents related work;
the proposed architecture and methodology are shown in Section 4.4; Section 4.5 introduces
and discusses our results and finally, Section 4.6 presents the conclusion.

4.3 Related Work

Due to technological changes, the challenge of load forecasting has grown significantly in
recent years [161]. Load forecasting techniques can be categorized under two large umbrellas:

• Statistical Models

• Modern Models based on machine learning (ML) and artificial intelligence (AI)[176].

Statistical methods used in load forecasting include Box-Jenkins model-based techniques
such as ARMA [177, 178, 179] and ARIMA [180, 181], which rely upon principles including
autoregression, differencing and moving average [182]. Other statistical approaches include
Kalman Filtering algorithms [183], grey models [184] and exponential smoothing [185]. How-
ever, traditional statistical models face a number of barriers when dealing with Big Data [186]
which can lead to poor forecasting performance [176]. In recent years ML/AI have seen better
successes and appear to dominate the field.

Modern techniques based on machine learning and artificial intelligence provide an inter-
esting alternative to statistical approaches because they are designed to autonomously extract
patterns and trends from data without human interventions. One of the most challenging prob-
lems of load forecasting is the intricate and non-linear relationships within the features of the
data [187]. Deep learning, a machine learning paradigm, is particularly well suited to handle
those complex relationships [188]. Recently, deep learning algorithms have been used heavily
in load forecasting. Singh et al. [189] identified three main factors that influenced the rise of
the use of deep learning algorithms for short-term load forecasting tasks: its suitability to be
scaled on big data, its ability to perform unsupervised feature learning, and its propension for
generalization.

Convolutional Neural Networks (CNN) have been used to address short-term load forecast-
ing. Dong et al. [190] proposed combining CNN with k-means clustering in order to create
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subsets of their data and apply convolutions on smaller sub-samples. The proposed method per-
formed better than Feed-Forward Neural Network (FFNN), Support Vector Regression (SVR)
and CNN without k-means. SVR in combination with local learning had been previously suc-
cessfully explored by Grolinger et al. [88] but was subsequently outperformed by deep learning
algorithms. Recurrent Neural Networks (RNN) were also used to perform load forecasting due
to their ability to retain information and recognize temporal dependencies. Zheng et al. [168]
compared their results using RNN favourably to FFNN and SVR. Improving on these ideas,
Rafi et al. [191] proposed a combination of convolutional neural network (CNN) and long
short-term memory (LSTM) networks for short-term load forecasting which performed well
but was not well suited to handle input and outputs of different lengths. This caveat is impor-
tant due to the nature of load forecasting. In order to address this shortcoming, Sequence-to-
Sequence models were explored. Marino et al. [192] and Sehovac et al. [193] both achieved
good accuracy using this architecture. These works positioned the S2S RNN algorithm as the
state-of-the-art approach for electrical load forecasting tasks by successfully comparing S2S
to DNN [193], RNN [193, ?], LSTM [193, ?, ?], and CNN [?]. Subsequently, Sehovac et
al. [194] further improved their model’s accuracy by including attention to their architecture.
Attention is a mechanism that enables models to place or remove focus, as needed, on different
parts of an input based on their relevance.

However, accuracy is not the only metric or challenge of interest with load forecasting with
Big Data. Online learning approaches, such as the work of Fekri et al. [174] have been used
to address velocity-related challenges and enable models to learn on the go. However, their
proposed solution does not address the issue of scaling and cannot be parallelized to improve
performance as it relies upon RNNs. In order to address the need for more computationally
efficient ways to create multiple models, a distributed ML load forecasting solution in the form
of federated learning has been recently proposed [34]. However, the evaluation took place on
a small dataset and the chosen architecture still prohibited parallelization. Similarly, Tian et
al. proposed a transfer learning adaptation of the S2S architecture in order to partly address
the challenge of processing performance associated with deep learning [175]. The processing
performance was improved by reducing the training time of models by using transfer learning.

The reviewed RNN approaches [174, 194, 175], achieved better accuracy than other deep
algorithms. However, RNNs are difficult to parallelize because of their sequential nature. This
can lead to time-consuming training which prevents scaling to a large number of energy con-
sumers. In contrast, our work uses transformers, which enable parallelization and thus reduce
computation time. Moreover, our transformer-based approach outperforms state-of-the-art S2S
RNN.



58 Chapter 4. Transformer Adaptation for Load Forecasting with Big Data

4.4 Load Forecasting with Transformers

The traditional transformer architecture as proposed by Vaswani et al. [37] was originally
developed for natural language processing (NLP) tasks. In NLP, the input to the transformer
are sentences or phrases which are first converted to numbers by an embedding layer, and then
are passed to the encoder portion of the transformer. The complete sentence is processed at
once, therefore the transformer needs another way to capture sequence dependency among
words: this is done through the positional encoding.

In contrast, load forecasting deals with very different data. The two main components
of load forecasting data are energy consumption readings and contextual elements including
information such as the day of the week, the hour of the day, and holidays. The similarity be-
tween load forecasting and NLP comes from the sequentiality present in data and dependencies
between words/readings: this motivated the idea of adapting transformers for load forecasting.
However, the difference in the nature of the data and its structure impacts the ability to directly
utilize the transformer architecture and requires adaptations.

Therefore, to perform load forecasting with transformers, this research introduces a con-
textual and an N-Space transformation modules along with modifications to the training and
inference workflows. The following section will present how the transformer architecture was
adapted for load forecasting by introducing the two workflows. For each of these, we will de-
scribe how each component of the original architecture was modified and which components
were added in order to successfully design the adapted model.

4.4.1 Model Training

The transformer training is carried out through the contextual model, N-Space transformation
module, and lastly the actual transformer. Figure 4.1 depicts the modified architecture.
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Figure 4.1: Training Workflow

4.4.1.1 Contextual Module

The objective of the contextual model is to enable different processing pathways for the energy
readings and the contextual features. Energy readings are both the input to the system and
the required output because past readings are used to predict future consumption. In contrast,
contextual features are known values and do not need to be predicted by the transformer. For
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example, if trying to predict a load 24 steps ahead, the day of the week and the hour of the day
for which we are forecasting are known. Therefore, these two components of the data can be
processed differently.

The input of the system consists of energy readings combined with the contextual features
while the expected output is comprised only of load values. Contextual features commonly
used with load forecasting [175] include those extracted directly from the reading such as
the time of the day and the day of the week. After extraction, these features are represented
numerically and combined to form contextual vectors.

These numerical vectors are merged with the load readings resulting in n features for each
time step where n is the number of contextual features plus one to account for the load reading.
At this point, the data are a stream of readings while the transformer in NLP expects sentences.
To convert those streams into a format suitable for transformers, the sliding window technique
is used. The process is depicted in details in Figure 4.2.

Figure 4.2: Overlapping sliding window with contextual features
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In the sliding window approach, as shown in Figure 4.2, the first input sample consists of
the first k readings, thus one sample has a dimension of k×n where n is the number of features.
If predicting p steps ahead, the expected output contains load readings, without contextual
features, at time step k + 1 to k + p. Then, the window slides for s steps and the next input
sample consists of readings from s+ 1 to s+ k, and the expected output contains load readings
for time steps s + k + 1 to s + k + p. In this study, overlapping sliding widows are used, thus
s < k.

In the training, contextual features with the load values are the inputs to the encoder while
the inputs to the decoder are contextual features with the expected (target) load values. The
output of the decoder consists of the predicted load values which are used to compute the loss
function and, consequently, to calculate gradients and update the weights.

4.4.1.2 N-Space Transformation Module

The purpose of the N-Space transformation module is to improve the performance of the multi-
headed attention (MHA) component of the transformer by transforming the input data to better
capture relationships between energy readings and contextual features. Once the data passes
through the contextual module, the energy reading and its contextual features form a vector.
That vector nt at time t is a concatenation of a contextual vector ct and an energy reading ert

such that nt=(ert, c1t, c2t, c3t, ..., c f t) where f is the number of contextual features. Therefore,
the length of any vector n is equal to the length of f + 1. In order to enter the encoder, each
of the k vectors corresponding to k time steps of the window are stacked together to form an
augmented input matrix of dimensions n × k, effectively rotating the matrix.

Since the contextual features are concatenated to the energy reading, only one column of
the input matrix contains the energy reading. As the multi-head attention (MHA) deals with
subsets of features, several heads will only be handling contextual features; however, in energy
forecasting, we are interested in the relationship of contextual features with the target variable,
energy consumption.

The MHA performs attention calculations on different projections of the data, those calcu-
lations are as follows:

MultiHead(Q,K,V) = Concat(head1, ..., headh)WO (4.1)

headi = Attention(QWQ
i ,KWK

i ,VWV
i ) (4.2)

where Q, K, and V are query, keys, and values vectors used to calculate the attention and taken
from the input matrix, Wo are parameters among heads while WQ

i , WK
i , and WV

i are projection
parameters for Q, K, and V [37]. Given that h is the number of heads and dmodel represents the
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number of input features, the dimensions of the projection parameters are as follows:

WQ
i ∈ R

dmodel×dk ,WK
i ∈ R

dmodel×dk ,WV
i ∈ R

dmodel×dvWO ∈ Rhdv×dmodel (4.3)

dk = dv = dmodel/h = n/h (4.4)

The subspace defined by the projection parameters divides the input matrix along the fea-
ture dimension n making each head responsible for only a subset of features which leads to the
energy reading er not being assigned to all heads. Therefore, some heads deal with determin-
ing relationships along contextual features only which is undesirable as the model is trying to
predict energy consumption from other features.

In order to address this challenge while taking full advantage of MHA, the proposed ap-
proach transforms the input matrix into a higher N-Space before entering the transformer com-
ponent. Each dimension of the new space becomes a different combination of the original
features through the use of a linear transformation such that:

I=X · A (4.5)

I=


er11 c11 ... c1 f

...

erk1 ck1 ... ck f

 ·

A11 ... A1θ

...

An1 ... Anθ

 (4.6)

I=


(er11A11+ ... + c1 f An1) ... (er11A1θ+ ... + c1 f Anθ)

...

(erk1A11+ ... + ck f An1) ... (erk1A1θ+ ... + ck f Anθ)

 (4.7)

where X is the input matrix of dimension k × n, I is the matrix after transformation, and A are
the transformation weights which will be learned during training. The size of the transformed
space is determined by θ: the matrix I has dimension k × θ after transformation. The size of θ
becomes a hyper-parameter of the algorithm, where finding the appropriate value may require
some experimentation, this parameter will be referred to as the model dimension parameter.

After transformation, each component in matrix I includes energy readings as seen in equa-
tion 4.7. By distributing the energy reading over many dimensions, we ensure that attention
deals with the feature the model is trying to predict.
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4.4.1.3 Transformer Module

The transformer is composed of an encoder and a decoder module as seen in Fig. 4.1. In this
study a stack of two encoders was used. The matrix I created during N-Space transformation is
the input to the transformer and the expected output are the energy readings for desired output
window.

The encoder processes the input matrix I and the encoder output gets passed to the de-
coders. Additionally, the decoder receives the expected output window which went through
the contextual model and N-Space transformation. After the data travels through the encoder
and the decoder, the linear transformation is the last step. The transformation produces the
predicted energy consumption by receiving data which has θ dimensions and transforming it
into a single value, effectively reversing the N-Space transformation. Its output gets compared
to the target output to compute the loss. This loss is then used to compute the gradients and for
backpropagation to update weight in the decoder, encoder, and N-Space transformation; this
process is depicted by the red arrows in Figure 4.1.

In the original architecture [37], because the decoder receives the expected target value as
an input, the input to the decoder was shifted to the right during the training to avoid the decoder
learning to predict itself as opposed to the next reading. However, in this adaptation, because
of the N-Space transformation, the input value is no longer the same as the target output and
this step is no longer needed and is handled by various added transformations. However, the
decoder input was still processed using a look-ahead mask, meaning that any data from future
time steps were hidden until the prediction are made.

Note that the input contains energy consumption for past time steps while the target output
(expected output) is also energy consumption, but for the desired steps ahead. The length of
the input specifies how many historical readings the model uses for the forecasting, while the
length of the output window corresponds to the forecasting horizon. For example, in one of
our experiments we use 24 past readings to predict 12, 24 and 36 time steps ahead.

4.4.2 Load Forecasting with Trained Transformer

Once again, due to the differences in the nature of the input data, further modifications to
the workflow of the transformer are required in order to be able to use the trained model for
inference tasks. The transformer is composed of an encoder and a decoder module as seen in
Figure 4.3 which depicts the inference workflow.
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Figure 4.3: Load Forecasting Inference Workflow of the Transformer Architecture

4.4.2.1 Contextual Module

During the training task, the contextual module was used in the same manner for both the en-
coder and the decoder because, throughout the entire training process, data are fully accessible,
meaning that the actual and expected values can be accessed at any time. However, this is not
the case for the inference task because we do not have access to future data.

This difference is particularly significant when dealing with transformers because the trans-
former builds its output one step at a time and uses each step of the forecasting horizon to
predict the next. The input of the decoder at each step consists of all of the previously pre-
dicted steps. This is problematic in our workflow because, while the expected input consists
of load readings along with their contextual component, the output of the transformer consists
only of load readings. Therefore, if we feed the transformer output directly into the decoder,
the contextual features will be missing. The goal of the contextual module is to address this
shortcoming through the separation of the contextual and the load data pathways.

The typical transformer workflow is modified by sending each output step of the trans-
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former back through the contextual and N-Space transformation module before they enter the
decoder.

The contextual module is responsible for retrieving the corresponding contextual data and
creating the f features numerical vectors. This is also the case in the training workflow where
it has, however, very little impact. At each step t of the prediction, the contextual data are
retrieved and transformed into a contextual vector ct = (c1t, c2t, c3t, ..., c f t) where f is the num-
ber of contextual features. By definition, the contextual values such as day, time and even
temperature are either known or external to the system.

After the context is retrieved, the predicted energy reading pert is combined with the con-
textual vector to create a vector n such that m = (pert, c1t, c2t, c3t, ..., c f t). This vector will then
go through the N-Space transformation module.

4.4.2.2 N-Space Transformation Module

The N-Space transformation module behaves in the same way during the inference task as it
did during training. The only difference is that it is used after each step t of the output as
opposed to once.

After each prediction t, the output vector m, which has a magnitude equal to f + 1, is
transformed by computing the dot product of the vector m to the transformation weights A
such that

It=m · A (4.8)

It=
[
pert1 ct1 ... ct f

]
·


A11 ... A1θ

...

An1 ... Anθ

 (4.9)

It=
[
(pert1A11+ ... + ct f An1) ... (pert1A1θ+ ... + ct f Anθ)

]
(4.10)

As opposed to during training where the output matrix I was computed once per input se-
quence, it is now built slowly over time. Before each next prediction, the newly created vector
It is combined with those previously created within this forecasting horizon such that the de-
coder input I is:

I=


(pert1A11+ ... + ct f An1) ... (pert1A1θ+ ... + ct f Anθ)

(per(t−1)1A11+ ... + c(t−1) f An1) ... (per(t−1)1A1θ+ ... + c(t−1) f Anθ)

...

(per(t−q)1A11+ ... + c(t−q) f An1) ... (per(t−q)1A1θ+ ... + c(t−q) f Anθ)

 (4.11)

Where q is the number of steps previously predicted and t < horizon. This input I is then
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fed to the decoder.

4.4.2.3 Transformer Module

The transformer is composed of an encoder and a decoder module as seen in Figure 4.3. The
encoder’s input is a matrix I created by taking a window of historical reading of length k and
processing it through the contextual and N-Space transformation module in the same manner
described in the training workflow. The encoder output then gets passed to the decoder.

Additionally, the decoder receives the input matrix I described in the previous subsection.
However, one further modification is required when the first prediction is made since there is no
previous prediction available to feed the decoder. This modification is described as an Adaptive
teacher forcing method. The teacher forcing [195] method is a technique used in transformers
with NLP where the target word is passed as the next input to the decoder. In our case, such a
word is not available therefore we make use of an adaptive teacher forcing technique where the
input for the prediction step 1 is equal to the last value of the encoder input, that is the last row
of the I input matrix. This step allows us to have an effective starting point for our predictions
without compromising future results.

4.5 Evaluation and Results

This section will present the evaluation methodology of our various experiments along with
their results.

4.5.1 Evaluation Methodology

In order to evaluate the suitability of the proposed architecture for load forecasting tasks, the
solution is evaluated by performing load predictions under various settings and comparing
those results with the state-of-the-art method.

In the evaluation, we compare the proposed transformer approach with S2S as S2S has been
shown to outperform RNN approaches based on GRUs and LSTMs as well as other neural
networks including feedforward neural networks [193]. Note that the original transformer [37]
cannot be directly used for comparison as it is designed for text and is not directly applicable
to load forecasting. The S2S model with attention [194] achieves very similar accuracy to the
S2S model while significantly increasing computational complexity [194]; therefore, the S2S
model is used for comparison.

Fekri et al. [174] suggest that it may not be sufficient to evaluate and compare load fore-
casting results on one data stream and that it may lead to misleading conclusions. Therefore
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in order to validate the portability and repeatability of our results, various data streams will be
used. Moreover, different input lengths and forecasting horizons must also be considered as the
algorithm may perform better or worse depending on the considered input and output lengths.

Consequently, experiments are conducted to examine the transformer’s and S2S’s behaviours
for different forecasting horizons and input sequence lengths. Specifically, input lengths of 12,
24, and 36 steps are considered. For each input window length, forecasting horizons of 12, 24,
and 36 steps are chosen. This makes 9 experiments for each algorithm, transformer and S2S,
thus, 18 experiments per data stream. Our chosen dataset contains 20 different streams, for a
total of 360 experiments.

For each data stream, the last 20% of the data was reserved for testing, while the remainder
was used for training. Furthermore, to avoid getting stuck in local minimum [175] training was
repeated 10 times for each experiment and both algorithms, with the best performing model
being selected.

In order to asses the accuracy of the models, the most commonly used metrics in load
forecasting; mean absolute percentage error (MAPE), mean absolute error (MAE) and root
mean square error (RMSE) [196] are used. These metrics can be formally defined as follow:

MAPE =
1
N

N∑
t=1

|yt − ŷt|

yt
(4.12)

MAE =
1
N

N∑
t=1

|yt − ŷt| (4.13)

RMSE =

√√
(

1
N

)
N∑

t=1

(yt − ŷt)2 (4.14)

Where yt is the actual value, ŷt the predicted value and N the total number of samples.

4.5.2 Data set and Pre-processing

The experiments were conducted on an open-source dataset [197] containing aggregated hourly
loads (in kW) for 20 zones from a US utility company.The zones are defined as different geo-
graphical areas with similar characteristics, however no further features about the zones were
provided. Therefore, 20 different data streams were used. Each of these streams contains
hourly data for 487 days or 11,688 consecutive readings. The unit used for each input and
horizon step were therefore hours. The dataset provided the usage, hour, year, month and day
of the month for each reading. The following temporal contextual features were also obtained
(created from reading date/time): the day of the year, day of the week, weekend indicator,
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weekday indicator and season. During the training phase, the contextual information and the
load value were normalized using standardization [193] using the following equation:

x̂ =
x − µ
σ

(4.15)

Where x is the original vector, x̂ is the normalized value and µ and σ are the mean and standard
deviation of the feature vector respectively.

Once normalized, the contextual information and data streams were combined using the
temporal information and then a window sliding technique was applied to create appropriate
samples. In order to increase our training and testing set, an overlap of the windows was
allowed and the step s was set to 1.

4.5.3 Experiments

The experiments were conducted on a machine running Ubuntu OS, AMD Ryzen 4.20 GHz
processor, 128 GB DIMM RAM, and four NVIDIA GeForce RTX 2080 Ti 11GB graphics
cards. In order to alleviate the processing time, GPU acceleration was used while training the
models. The models were developed using the PyTorch library.

The transformer used in these experiments was made up of a stack of two encoders and
decoders, two attention heads and the feed-forward neural network in each encoder and decoder
contained 512 neurons. The fully connected hidden layers of the transformer are those of the
feed-forward networks embedded in the encoder and decoder. The Adam optimizer [198]
was used during training with beta values of 0.9 and 0.98 and epsilon values of 1e − 9 as
suggested by Vaswani et al. [37]. The learning rate along with the transformer dropout [199]
rate used to prevent overfitting, the N-Space dimension and the batch size used to send data
to the transformer was optimized using a Bayesian optimization approach on the Weights and
Biases platform [200]. A total of 3477 runs were performed in order to identify the most
relevant hyper-parameters. Figure 4.4 shows the importance of each parameter and whether or
not it has a positive or negative correlation with optimizing loss.
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Figure 4.5: Parameter Optimization Visualization

Figure 4.4: Hyper-Parameter Relevancy

Based on the information received by the sweeps, we were able to establish that the models
appeared to reach convergence after 13 epochs and that a learning rate of 0.001 and a dropout
of 0.3 yielded the best batch loss. However, the optimal N-space dimension (model dim) and
batch size were not as easily determined. A visualization of these parameters shown in figure
4.5 allowed us to choose a batch size of 64 and a model dimension of 32 because they appear
to best minimize the overall loss. The model dimension refers to the size θ of the N-Space
transformation module.

Lastly, the transformer weights were initialized using the Xavier initialization as it has been
shown to be an effective method [201, 202].

The S2S algorithm used for comparison was built using GRU cells, with a learning rate
of 0.001, 128 hidden layers and ran for 10 epochs. These parameters were established as
successful in previous works [193, 175].
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4.5.4 Results

The results obtained in the various experiments are presented and discussed below:

4.5.4.1 Overall

The goal of the experiments is to assess the ability of the transformer to predict electrical
load under different circumstances. In order to establish the impact of the size of the input
on performance 12, 24 and 36 historical samples were used as input for each experiment.
Additionally, since the accuracy on one horizon does not guarantee a good performance in
another [174], forecasting horizons of 12, 24 and 36 steps were also tested. Each of these
parameters was evaluated in combination for a total of 9 experiments per stream.

The detailed average statistics over all 20 streams can be seen in Table 4.1. It can be
observed that 7 out of 9 times, the transformer outperforms S2S.

Input
Window

Horizon
MAPE MAE RMSE

Trans. S2S Trans. S2S Trans. S2S
12 12 0.0946 0.1039 6180.46 6262.30 8475.70 8350.62
12 24 0.1035 0.1274 6863.35 7812.95 9695.31 10351.87
12 36 0.1076 0.1397 7045.74 8564.05 9969.60 11267.95
24 12 0.1077 0.0931 6607.10 5622.66 9043.54 7665.20
24 24 0.1118 0.1148 7011.42 7166.48 9717.14 9659.01
24 36 0.1122 0.1271 7267.98 8166.71 10347.00 10860.76
36 12 0.0888 0.0880 5853.80 5465.43 8002.23 7440.19
36 24 0.0928 0.1046 6197.62 6779.88 8649.07 9117.58
36 36 0.0975 0.1276 6794.74 8010.88 9542.88 10660.90

Table 4.1: Average Accuracy over the streams for each combination of input size (in hours)
and forecasting horizon (in hours)

The MAPE accuracy differences range from 0.0093 to 0.0321 with the transformer per-
forming 0.0121 better on average when considering all experiments and 0.0178 when consid-
ering only the experiments where the transformer outperforms S2S. Note that the RMSE and
MAE are sometimes larger for the transformer than S2S while MAPE remains smaller, this is
due to the large scale of the data for some meter, which leads the value to thread upwards. This
further emphasizes the importance of looking at a number of metrics in order to gain a full
picture of the model performance.

The average of all stream results for each of these experiments is shown in Figure 4.6. In
this case, only MAPE is shown as MAE and RMSE exhibit similar behaviours.
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Figure 4.6: Average MAPE comparison over various input and forecasting horizon (in hours)

In Figure 4.6, we can make various observations such that the transformer performs much
better than S2S when using a 12h input window but that the results are much closer when deal-
ing with a 24h input window. We can also see that, regardless of the input size, the transformer
outperforms S2S significantly when using a 36h horizon.

In order to investigate these observations further, we present the average performance for
each forecasting horizon over all streams and experiments in Table 4.2.

Horizon
MAPE MAE RMSE

Trans. S2S Trans. S2S Trans. S2S
12 0.0970 0.0949 6213.7865 5783.4635 8507.1581 7818.6714
24 0.1026 0.1155 6690.7948 7253.1038 9353.8384 9709.4885
36 0.1057 0.1314 7036.1530 8247.2149 9953.1587 10929.8686

Table 4.2: Average performance metric per forecasting horizon (in hours)

We can observe that the transformer performs better than S2S for longer forecasting hori-
zons but more similarly for a shorter range. When predicting 36 steps ahead, the transformer
performs 2.571% better on average than S2S. These results are also highlighted in Figure 4.7a.

Similarly when looking at aggregated results over various input window sizes, as shown in
Table 4.3.



72 Chapter 4. Transformer Adaptation for Load Forecasting with Big Data

Window
MAPE MAE RMSE

Trans. S2S Trans. S2S Trans. S2S
12 0.1019 0.1237 6696.5146 7546.4348 9380.2027 9990.1481
24 0.1105 0.1116 6962.1674 6985.2825 9702.5603 9394.9921
36 0.0930 0.1067 6282.0524 6752.0650 8731.3925 9072.8884

Table 4.3: Average performance metric per input window (in hours)

We can observe that transformers perform better than S2S when provided with smaller
amounts of data or shorter input sequences. The transformer outperforms S2S by 2.18% on
average using a 12 sample input window. These results are also highlighted in Figure 4.7b. A
trend can be observed in this table where it appears that the transformer outperforms S2S when
using a 12h and 36h input window but does not when using 24h. This may be explained by the
fact that some patterns of consumption are harder to capture than others as suggested by Fekri
et al. [174].

(a) Average MAPE by Horizon (in hours) (b) Average MAPE by Window Size (in hours)

Figure 4.7: Comparisons of Average MAPE

4.5.4.2 Stream based

The previous subsection showcased the overall performance of transformers, however, the ac-
curacy of the individual streams must also be investigated. Figure 4.8, 4.9 and 4.10 depict the
performance of each stream under each window sizes and forecasting horizon over the three
main metrics: MAPE, MAE and RMSE.
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Figure 4.8: MAPE comparison for each Stream under each forecasting horizon and input win-
dow size
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Figure 4.9: MAE comparison for each Stream under each forecasting horizon and input win-
dow size
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Figure 4.10: RMSE comparison for each Stream under each forecasting horizon and input
window size

The visualization of the various metrics highlights some differences in our results. For
example, looking at detailed MAPE results shows us that zones 4 and 9 appear to behave
differently than others. The MAE and RMSE show a large variance in the ranges of data that
we would not have otherwise observed.

After looking at the detailed results of each experiment, we further investigated the average
accuracy of each stream. The results are shown in Table 4.4.
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Zone
MAPE MAE RMSE

Trans. S2S Trans. S2S Trans. S2S
1 0.0939 0.1012 1826.3836 1929.7862 2540.3900 2607.0799

2 0.0561 0.0606 9955.8756 10766.6417 13568.4506 14284.6790

3 0.0539 0.0603 10379.6343 11554.4385 14299.3237 15336.5755

4 0.1660 0.1992 36.4677 36.0893 52.0658 49.6033

5 0.1031 0.1100 761.4848 802.5733 1052.5361 1078.3245

6 0.0560 0.0619 10434.4980 11459.4040 14215.9081 15204.1639

7 0.0531 0.0606 10246.9099 11588.6249 14084.0466 15359.2081

8 0.0766 0.0863 298.2776 337.0904 412.7754 446.2403

9 0.3780 0.4420 13743.3821 11256.9949 21161.6973 15840.7173

10 0.1069 0.1085 4238.9889 4663.3933 6007.8092 6628.5378

11 0.0805 0.0883 9140.0013 9842.5011 12841.2556 13162.4490

12 0.0939 0.1046 13109.0104 14312.1861 18581.9497 19152.9508

13 0.0769 0.0827 1486.8373 1614.8049 1996.4151 2126.6341

14 0.1200 0.1352 2445.5682 2696.8011 3335.8576 3543.0538

15 0.0846 0.0945 5235.9749 5785.0526 6953.8205 7544.2737

16 0.1050 0.1176 3058.6245 3351.4500 4283.1468 4471.7848

17 0.0723 0.0820 2457.7264 2759.0086 3346.5709 3644.6227

18 0.0919 0.1012 20060.7726 21882.9082 27734.4832 29208.1563

19 0.1058 0.1176 8363.9343 9147.0767 11380.2885 12026.7175

20 0.0620 0.0661 5657.8772 6105.0565 7578.9121 8004.4178

Table 4.4: Accuracy comparison of S2S and Transformer for each Stream

The average MAPE accuracy of each stream, over all window sizes and horizons, is 10.18%
for transformers and 11.40% for S2S, but it can be seen in Table 4.4 that it varies from 5.31%
to 37.8%. The transformer’s MAPE error for the majority of the zones is below 12%. The
exceptions are zone 4 and 9 which have higher errors; still, the transformer outperforms S2S.

Based on the observed detailed results for each experiment presented in Figures 4.8, 4.9
and 4.10, we decided to investigate the variability of our data. For each stream, the variance
was drawn using both normalized and un-normalized data. The results are shown in Figure
4.11.
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(a) Stream Usage data

(b) Stream Normalized usage data

Figure 4.11: Box Plot of Stream Data

It can be observed that the two streams that appeared to perform differently, 4 and 9, have
a high number of outliers close to 0, which can affect the accuracy. This may explain why,
regardless of the algorithm used, the error is higher than with other streams.

In order to better assess the suitability of our models, the predicted and actual energy read-
ings using a 36 steps input and 36 steps horizon for the streams for zone 3,4 and 9 are shown
in Figure 4.12.
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(a) Data from Zone 3

(b) Data from Zone 4

(c) Data from Zone 9

Figure 4.12: Usage Data of different Stream over Time

Each of the models shown have a MAPE of 0.05484, 0.1636 and 0.2975 respectively. The
models appear to capture the variations quite well, however, the lower values do appear to
create some inconsistencies in the predictions. These graphs only show a subset of the pre-
dicted test set but are able to showcase the differences across the various streams such as the
differences in range, minimum and maximum values and overall patterns of consumption.

In order to gain insights into the ability of the transformer to perform accurately over var-
ious streams using different input sizes, Table 4.5 shows the average MAPE for each stream
over each input size.
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Zone
36 24 12

Trans. S2S Trans. S2S Trans. S2S

1 0.0907 0.0960 0.0988 0.0986 0.0922 0.1089

2 0.0552 0.0568 0.0572 0.0596 0.0558 0.0655

3 0.0535 0.0567 0.0539 0.0588 0.0543 0.0655

4 0.1523 0.1967 0.1685 0.2067 0.1773 0.1941

5 0.0942 0.1037 0.1129 0.1059 0.1022 0.1203

6 0.0565 0.0587 0.0535 0.0599 0.0580 0.0670

7 0.0517 0.0568 0.0526 0.0596 0.0549 0.0654

8 0.0715 0.0822 0.0787 0.0842 0.0795 0.0925

9 0.3074 0.3856 0.4360 0.4228 0.3904 0.5174

10 0.0807 0.1028 0.1505 0.1042 0.0894 0.1186

11 0.0776 0.0844 0.0849 0.0862 0.0791 0.0942

12 0.0896 0.0984 0.1016 0.1027 0.0906 0.1126

13 0.0757 0.0786 0.0778 0.0812 0.0772 0.0884

14 0.1106 0.1280 0.1296 0.1330 0.1196 0.1447

15 0.0782 0.0903 0.0929 0.0928 0.0825 0.1004

16 0.0993 0.1110 0.1115 0.1149 0.1042 0.1269

17 0.0694 0.0781 0.0750 0.0809 0.0725 0.0870

18 0.0868 0.0953 0.0957 0.0999 0.0931 0.1083

19 0.1006 0.1114 0.1134 0.1153 0.1034 0.1260

20 0.0585 0.0630 0.0657 0.0658 0.0616 0.0696

Table 4.5: Comparison of average MAPE for each stream over each input size (in hours)

It can be observed that transformers outperform S2S 55 times out of 60. Therefore, we
can conclude that transformers can outperform S2S in the majority of cases, regardless of the
variance within data streams.

In the context of electrical load forecasting, the statistical significance of the improvement
in accuracy is much more open to interpretation than in other fields. This is due to the dis-
connect between the statistical significance of results and their real-world impact. In many
contexts, a statistical significance test would assess a small percentage improvement as non-
significant, or not significant enough to disprove the hypothesis. However, it has been shown,
that a very small improvement in accuracy can result in considerable real-world impact. For
example, it was shown that a simple 1% improvement in a 6-hour horizon forecast lead to
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savings of 972$ thousands over six months [203]. For this reason, we consider our gains in
accuracy to be meaningful in the context of load forecasting.

4.6 Conclusion

Transformers have revolutionized the field of natural language processing (NLP) and have
rendered NLP tasks more accessible through the development of large pre-trained models.
However, such advancement have not yet taken place in the field of load forecasting.

This chapter investigated the suitability of transformer for load forecasting tasks and pro-
vided a mean of adapting the existing transformer architecture to perform such task. The model
was evaluated through comparisons with a state of the art algorithm for energy prediction, S2S,
and it was shown to outperform the latter under various input and output settings. Furthermore,
the repeatability of the results was successfully challenged by testing the model on a large num-
ber of data streams.

On average, the proposed architecture provided a 2.571% MAPE accuracy increase when
predicting 36h ahead and and an increase of 2.18% when using a 12h input window. The
solution is performing better on longer horizons with smaller amounts of input data. The
transformer provided increased accuracy over 90% of the time, while having the potential to
be parallelized and further improve performance.



Chapter 5

Scaling Sequence-to-Sequence Models for
Load Forecasting

5.1 Introduction

A number of changes in the technological world have made the need for real-time data ana-
lytics more pressing. Data-driven enterprises want to have the ability to make decisions and
recommendations in real-time in order to remain competitive. The IoT has conditioned con-
sumers to want to gain insights from their various smart devices in a timely, if not immediate,
manner. In order to meet these expectations, companies must improve their processing times.
However, one of the largest bottlenecks in gaining such access lies in the fact that in order
to get faster access to information, algorithms must perform more efficiently to be deployed
more quickly. However, existing infrastructure and the associated computational cost requires
them to make some trade-offs in terms of the monetary cost, accuracy, and processing times.
Therefore, finding means to efficiently improve the scalability of machine learning is needed.

Scalability is defined by Gartner as a system’s ability to respond to variations in demands
and tasks by adapting its performance and processing cost [204]. Improving the scalability of
machine learning models is tedious under regular circumstances, but becomes a much greater
issue when dealing with Big Data. One of the means by which machine learning models are
being scaled is by modifying their deployment strategy. Indeed, if many instances of a model
can be deployed, the system may be able to better handle the demands on the system. The use
of distributed and parallel computing platforms is often explored to accomplish this and models
are often adapted to run on various parallelization platforms like FPGAs and GPUs or by us-
ing concurrent programming frameworks such as CUDA, MPI, MapReduce, and DryadLINQ
[205]. However, this type of scaling endeavours often requires more computing resources and

83
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therefore is linked to an increased burden of cost.

The goal of scaling up machine learning models is to enable the models to remain accessi-
ble and provide timely results regardless of the conditions and stresses upon which it is placed.
Many scaling techniques rely on finding new distributed schemes to deploy models; if a better
deployment method can be implemented, new models can be more easily deployed and there-
fore the demand may be more easily handled [205]. However, such a strategy requires large
changes to the ML models or to the application’s structure.

The work presented in this chapter proposes to modify and adapt a transfer learning algo-
rithm to lower the training time of load forecasting models and effectively address the perfor-
mance challenges associated with transfer learning as discussed in Chapter 3 without requiring
deeper modifications to the structure or design of existing machine learning applications. Sec-
ondly, the adapted S2S model offers a more efficient approach to the task of load forecasting
than the state-of-the-art S2S models proposed by Tian et al. [175]. Lastly, we propose a novel
evaluation strategy to further ensure the portability of our results.

This chapter is organized as follows: Section 5.2 presents related work, Section 5.3 in-
troduces and details the transfer learning adaptation workflow and a novel technique to pro-
vide scalability to the S2S architecture. Section 5.4 presents the novel evaluation strategy and
various experiments that demonstrate the scalability of our model under different forecasting
conditions.

5.2 Related Work

Sequence-to-Sequence was first described in 2014 by Sutskever et al. [36]. The new archi-
tecture was developed for the purpose of translating text from English to French. The idea
behind this design was to allow for flexibility in terms of the dimensions of the input and the
output. Prior to this innovation, deep neural networks were limited to input and output of a
fixed known length. This work enabled the translation of input sequences of various lengths
to output sequences of different and unknown lengths. Additionally, the input was processed
sequentially, the model consuming one word at a time in the order of the sentence. Due to its
sequential nature, this model could not be parallelized and therefore although the accuracy was
great, the performance on larger input and the training time were larger.

Adapting the idea of Sequence-to-Sequence models for load forecasting, Sehovac et al.
[193] showed promising results by outperforming RNNs and Feed Forward Neural Networks
in load forecasting tasks by using LSTM and GRUs in a Sequence-to-Sequence architecture.
However, they suggested that because the encoder compresses the entire input sequence into
a simple context vector to serve as its memory, that longer input sequence may lead to poorer
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results. They improved upon their initial model by successfully adding an attention component
to their model to address this shortcoming [194]. However, the added attention component
further added to the performance load and although the accuracy improved, the performance
was hindered.

To address some of the training performance issues, the approach proposed by Tian et al.
[175] made use of transfer learning in a Sequence-to-Sequence model. The similarities between
various load forecasting data streams were calculated and those results were used to create a
chain order. This chain was used to build an initial model and thereafter transfer the weights and
hyper-parameters learned from one zone to another based on the chained results. They made
use of a parameter-transfer approach for inductive transfer learning [206]. This technique
has been further classified by Tan et al. [207] as a Network-Based Deep Transfer Learning
approach using a weight initialization strategy [208]. The results obtained were similar in
accuracy to Sehovac’s approach [193] but resulted in a significantly faster training time. This
work provided a foundation for transfer learning with Sequence-to-Sequence architecture.

Similarly, Skomski et al. [209] explored the simple transferability of Sequence-to-Sequence
models by training the models on a single building and then using the trained model with data
from another building. Their experiment was conducted on four commercial buildings, their
results showed that some pairs performed very well, but that others did not. However, no fur-
ther explorations of the root causes of the transferability were made. This work laid out the idea
that pre-trained S2S models could be used, but it failed to identify under which circumstances.

Ribeiro et al. [210] suggested a transfer learning method that made use of pre and post-
processing techniques to perform seasonal and trend adjustments on load forecasting tasks us-
ing multi-feature regression. The proposed method can be considered a hybrid solution which
combined parameter and instance-based transfer learning. The results were very promising
and suggested that one month of transferred data could provide accuracy comparable to that
of twelve months of historical data. Therefore, the idea of combining various types of transfer
learning is worth exploring. Unfortunately, the testing was limited to a fairly small number of
buildings and although accuracy was improved, it did not discuss its impact on efficiency or
scaling.

In order to further scale the results obtained using Tian’s [175] approach, we propose to
add a feature extraction transfer learning strategy as a novel solution. Inspired by Stickland et
al. [211] who proposed to pre-train BART, a Sequence-to-Sequence model used in NLP, using
the English language and then freeze the various portion of the design in order to improve
performance. They attempted to perform machine translation using various embeddings and
compared freezing the encoder, decoder and attention mechanism. They received some positive
results but mostly noticed the lack of model flexibility. Although some models performed better
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than the base model, it was not the case for the majority of the languages. They, however,
noted significant improvement in terms of memory demand, since the gradients required by
the encoder no longer had to be stored. They also suggested that in a one-to-one translation
context, the freezing of the encoder performed better than a random baseline. The method
proposed by Tian et al. enabled improvement over the baseline, we suggest that the addition of
the frozen encoder could further improve the performance without jeopardizing the accuracy.

5.3 Methodology

In transfer learning, a task can be formally defined as follow [206]:

T = {Y, f (·)} (5.1)

Where Y is the label space and f (·) is the function f (x) used to predict the label for x. If
either the label space of the function is different, the task T differs.

Inductive transfer learning is a type of transfer learning where the task Ts performed on
the source domain is different than the task Tt performed on the target domain. Meaning that
the underlying complex functions of the source and of the target used to predict the loads are
different. This is the case when trying to transfer the learning from one zone or building to
another.

Pinto et al. [208] further categorized inductive learning for load forecasting into homoge-
neous and heterogeneous based on the similarities between the source and the target space. The
space is defined by its features X and labels Y . A homogeneous space is one where the source
and the target features are the same such that Xs = Xt as well as its labels such that Ys = Yt.
On the other hand, a heterogeneous space is one where either Xs! = Xt or Ys! = Yt or both. An
example of heterogeneous space is the work presented by Zhang et al. [212] where the input
features of the source domain dealt with time-series data , but the target handled images.

The work presented herein proposes a solution for inductive transfer learning in a homoge-
neous space of the same domain. A number of strategies could be used to implement transfer
learning: instance-based, feature representation-based, model-parameter based or relational
knowledge-based [206, 208]. However, the instance-based approach would not be suitable for
scaling since it would only increase the data used for training. A relational knowledge-based
approach could not be used when considering a homogeneous space within the same domain.
Therefore, only a model-parameter approach or a representation-based approach may be suit-
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able.

The work presented by Tian et al. [175] makes use of a model-parameter approach to
initialize the weights of the decoder and encoder components of the S2S model. Based on
calculated similarity, new models make use of the weights and hyper-parameters of previously
trained models that are most closely related to them. Building upon this approach, we pro-
pose a hybrid strategy which relies on the same similarity measure, but in addition to using the
same initialized weights and parameters of closely related models, the entire learned feature
representation would also be transferred. The proposed strategy can be considered a feature-
representation-based approach because it relies on the idea that related tasks can learn and share
a low-dimensional representation. This is typically done by solving an optimization problem
over the common features. However, when using a deep learning based model, this inner fea-
ture extraction and optimization is actually achieved within some of the deep learning layers.

The proposed strategy relies on the idea that a part of the existing deep learning architecture
can be used as a feature extractor. We posit that this generalization, or this way of extracting
features, can hold regardless of the load forecasting task T and without performing any explicit
optimization tasks. We propose to achieve this feature representation-based transfer learning
by freezing the encoder component of the Sequence-to-Sequence architecture. The idea relies
on the assumption that in a S2S architecture the purpose of the encoder and its hidden state is
to summarize the whole input sequence [213].

Therefore, in the proposed solution the encoder portion of the S2S creates a feature and
input representation. Based on data similarity, different representations are created and copies
or blueprints of these representations are stored. Through the freezing of the encoder, we
are essentially using these stored representations and fine-tuning the model by only training
the decoder. The knowledge of how features are to be extracted is transferred across streams
through those blueprints.
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Figure 5.1: Transfer Learning Scaling for S2S Workflow

Figure 5.1 shows the proposed workflow used to scale the transfer learning model. The
adapter workflow can be described as follows:

1. Data Collection
This component is responsible for collecting and storing historical data for each zone.

2. Compute Similarity
Once the data are collected, or a subset is obtained, the data are compared to the data we
have stored for other zones.

3. Data Pre-Processing
The data are normalized and divided into input windows based on the desired input
sequence and desired forecasting horizon. In this implementation, the windows are over-
lapping.

4. Assess if a Similar Representation is available
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The role of the encoder in a sequence to sequence model is to learn how to extract a
data representation. A parallel would be how the encoder in S2S models in NLP has
been shown to extract the generic meaningful language pattern, and the decoder trans-
lates those patterns for a specific language. The obtained representation does not vary
when translating to different languages as long as the source language remains the same.
Therefore, if the encoder is able to capture the generic representation or the electrical
load blueprint, then the decoder should be able to be fine-tuned to infer values for a spe-
cific zone, effectively transferring the feature representation from one zone to another.
Based on the idea provided by Tian et al. [175] a similarity chain is created and blueprint
representations are made for the model designed to serve as seeds, meaning that the
models that are most different from one another should get their own blueprints, others
will reuse those blueprints and further fine-tune them in accordance with the similarity
chain. As new zones become available, the similarity of new data with those of existing
blueprints can be assessed and either an existing blueprint can be used or a new one cre-
ated.

At this point, the workflow is split into 2 separate paths. It is depicted by path A and path B.
Path A is used when no data similar enough can be found, and Path B is used when such data
are available.

(A) No similar Representation
There are no existing representations, therefore we are at the beginning of the similarity
chain and the S2S model is trained traditionally. The data of each input window is then
fed sequentially into the encoder (step 5a), then the encoded representation is stored
(step 6a), lastly the data are passed to the decoder (step 7a) which will output as many
values as set out by the forecasting horizon. With each window, the difference between
the output and the expected target would be calculated and the error would be fed back
into the model to reduce the loss function and adjust the parameters throughout the entire
model (decoder and encoder). Once the encoder is done training, the new representation
is then stored and new data may use it if they are found to be most closely related to it
(step 6a).

(B) Transfer
If existing representations are available, the most closely related blueprint should be
used. In this implementation, the Euclidean distance was used to assess data similarity
on the unprocessed time-series data. The previously trained blueprint is then loaded (step
4b), the encoder portion of the model is then frozen and training is continued using the
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new zone data. The data are then processed through the frozen encoder and then fed into
the decoder (step 5b). When the data are outputted, the difference between the expected
output and the output is calculated and the loss function is used to optimize only the
parameters of the decoder.

5.4 Experimental setup and result discussion

This section will first describe and analyze the dataset, then detail the conducted experiments
and lastly discuss the corresponding results.

5.4.1 Dataset Description and analysis

The following subsection will introduce the dataset used to perform our experiments as well as
our novel evaluation methodology used to suggest better result portability.

5.4.1.1 Dataset

The experiments were conducted on an open-source dataset [197] containing aggregated hourly
loads (in kW) for 20 zones from a US utility company. Therefore, 20 different data streams
were used. Each of these streams contains hourly data for 487 days or 11,688 consecutive
readings. The dataset provided the usage, hour, year, month and day of the month for each
reading. The following temporal contextual features were also obtained: the day of the year,
day of the week, weekend indicator, weekday indicator and season. During the training phase,
the contextual information and the load value were normalized using standardization.

This dataset was chosen for two main reasons: firstly to compare our results more accu-
rately to those obtained by Tian et al. [175] who also used this set. Secondly, the large number
of included streams enables us to assess the portability of results. We suggest that evaluating
an algorithm on a single data source, regardless of its size, may impact the repeatability of
the results since the underlying patterns and distribution found within the data may change
significantly between sources. Although the impact of such changes has not been formally
quantified, we suggest that repeating the evaluation over data sources from various underlying
distributions can better ensure the portability of our results. Often times in the field of load
forecasting, algorithms are evaluated using data coming from a single source and although
there is a large amount of data, the data may not be varied enough to know if the solution could
be used effectively with a different dataset.
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5.4.1.2 Result Analysis

In order to ensure the portability of our result, each zone of the dataset was analyzed to see if
it contained different data distributions. The energy dimension of each zone was standardized
in order to enable better comparison across each data subset while retaining the overall scale
of the energy readings. Once standardized, the data was separated into 10 bins and a histogram
of each zone was created. The binning technique is used to treat our continuous values as
categorical. From there, each set was fitted through with the following continuous distributions:
Weibull Minimum Extreme Value, Normal, Weibull Maximum Extreme Value, Beta, Inverse
Gaussian, Uniform, Gamma, Exponential, Lognormal, Pearson Type III and Triangular. For
each of the distributions, the parameters were stored and the chi-squared metric was computed.
An approximation of the goodness of fit test was performed and the two distributions with
the lowest chi-squared were selected as the best fit. This is the best approximation and also,
given that all were evaluated with the same candidate distributions, it enables us to see if the
underlying distributions vary across the zones. Because the objective of comparing the data
distribution is to examine the similarities and differences between the zones, we found that an
approximation of the distribution was appropriate.

Figure 5.2 shows the histograms and the two best-fitted approximations for each zone.

(a) Data Distribution for zone 1
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(b) Data Distribution for zone 2

(c) Data Distribution for zone 3

(d) Data Distribution for zone 4

(e) Data Distribution for zone 5
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(f) Data Distribution for zone 6

(g) Data Distribution for zone 7

(h) Data Distribution for zone 8

(i) Data Distribution for zone 9
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(j) Data Distribution for zone 10

(k) Data Distribution for zone 11

(l) Data Distribution for zone 12

(m) Data Distribution for zone 13
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(n) Data Distribution for zone 14

(o) Data Distribution for zone 15

(p) Data Distribution for zone 16

(q) Data Distribution for zone 17
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(r) Data Distribution for zone 18

(s) Data Distribution for zone 19

(t) Data Distribution for zone 20

Figure 5.2: Approximated distribution of the electrical load for each zone

It can be observed that a number of underlying distribution was uncovered. Table 5.1
shows the best two fitted distributions for each zone. Based on those results, we suggest that
the dataset contains enough variance to ensure result portability. This will be further evaluated
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when compared with the model’s performance in the following section.

Zone 1st Distribution 2nd Distribution
1 gamma pearson3

2 weibull min beta

3 weibull min beta

4 beta triang

5 gamma pearson3

6 weibull min beta

7 weibull min beta

8 beta triang

9 pearson3 weibull min

10 invgauss lognorm

Zone 1st Distribution 2nd Distribution
11 gamma pearson3

12 gamma pearson3

13 beta weibull min

14 gamma pearson3

15 weibull min beta

16 beta gamma

17 gamma pearson3

18 weibull min gamma

19 weibull min beta

20 beta gamma

Table 5.1: Each zone and their corresponding best-fitting underlying distribution

5.4.2 Experiments

A number of experiments were conducted to evaluate our proposed solution. These experi-
ments and their purpose are described in this sub-section.

5.4.2.1 Experiment 1

The first experiment we conducted was to compare the performance of the scaling methodology
to the published S2S with transfer learning by Tian et al. [175]. A comparison of the following
three models was made:

• S2S with transfer learning from literature [175]

• S2S with parametric transfer learning, an implementation based on the work of Tian et
al. [175]

• S2S with scaling, our proposed solution

The results for zone 7 and 3 are not present as the author of the transfer method removed
them from his results sets as he used them as the initial transfer seed, therefore they were also
removed for consistency. The results are presented in Table 5.2.

Figure 5.3 shows the MAPE accuracy, after every training epoch, for each zone for all
three of these models. It can be observed that the published results and those obtained by the
S2S model with parametric transfer learning are very similar. Although, the scaling method
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Zone MAPE
Scaling

MAPE
S2S Tr.

MAPE
S2S Lit.

Time
Scaling

Time
S2S Tr.

Time
S2S Lit.

1 0.0625 0.0512 0.0465 0.3491 0.5767 0.8707
2 0.0383 0.0357 0.0322 0.4025 0.6239 0.8647
4 0.3947 0.4316 0.4298 0.3527 0.6005 0.8757
5 0.0770 0.0631 0.0620 0.3568 0.6152 0.8557
6 0.0395 0.0369 0.0331 0.3805 0.6253 0.8747
8 0.0591 0.0487 0.0462 0.3351 0.6025 0.8757
9 0.2355 0.2247 0.2187 0.3709 0.6335 0.8727
10 0.0545 0.0393 0.0409 0.3433 0.7013 0.8866
11 0.0514 0.0387 0.0385 0.3510 0.6066 0.8866
12 0.0594 0.0483 0.0471 0.3563 0.6075 0.8757
13 0.0722 0.0722 0.0706 0.3411 0.5737 0.8408
14 0.0928 0.0912 0.0917 0.3559 0.6243 0.8487
15 0.0721 0.0712 0.0716 0.3576 0.5968 0.8727
16 0.0745 0.0741 0.0735 0.3514 0.5852 0.8667
17 0.0459 0.0425 0.0414 0.3434 0.5779 0.8936
18 0.0648 0.0600 0.0604 0.3567 0.6097 0.8777
19 0.0845 0.0803 0.0796 0.3464 0.5819 0.8298
20 0.0489 0.0467 0.0465 0.3351 0.6225 0.8677

Table 5.2: Results in terms of time and MAPE for all three models

performs with slightly lower accuracy. However, Figure 5.4 shows the time in seconds, at
each epoch, used to train the models where it can be seen that the scaling method performs
much faster. The models were developed using Python and the PyTorch framework and were
conducted on a machine running Ubuntu OS, AMD Ryzen 4.20 GHz processor, and 128 GB
DIMM RAM.

On average, the scaling method took 0.3547 sec to train (per epoch) in comparison to
0.8686 for the literature comparison and 0.6091 for our basic S2S. Therefore, although there
was a small loss in accuracy of 0.0054 on average, less than 1%, the new model was trained
over 1.7 times faster.

In order to allow for consistency in the comparison with Tian et al. [175], those experiments
were performed using a hidden size of 64, a batch size of 256, an input of 8h and a forecasting
horizon of 4h.
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(a) MAPE Comparison for zone 1 (b) MAPE Comparison for zone 2

(c) MAPE Comparison for zone 4 (d) MAPE Comparison for zone 5

(e) MAPE Comparison for zone 6 (f) MAPE Comparison for zone 8
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(g) MAPE Comparison for zone 9 (h) MAPE Comparison for zone 10

(i) MAPE Comparison for zone 11 (j) MAPE Comparison for zone 12

(k) MAPE Comparison for zone 13 (l) MAPE Comparison for zone 14
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(m) MAPE Comparisonfor zone 15 (n) MAPE Comparison for zone 16

(o) MAPE Comparison for zone 17 (p) MAPE Comparison for zone 18

(q) MAPE Comparison for zone 19 (r) MAPE Comparison for zone 20

Figure 5.3: Comparison of MAPE accross the 3 tested models for each zone
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(a) Time to Predict Comparison for zone 1 (b) Time to Predict Comparison for zone 2

(c) Time to Predict Comparison for zone 4 (d) Time to Predict Comparison for zone 5

(e) Time to Predict Comparison for zone 6 (f) Time to Predict Comparison for zone 8
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(g) Time to Predict Comparison for zone 9 (h) Time to Predict Comparison for zone 10

(i) Time to Predict Comparison for zone 11 (j) Time to Predict Comparison for zone 12

(k) Time to Predict Comparison for zone 13 (l) Time to Predict Comparison for zone 14

(m) Time to Predict Comparison for zone 15 (n) Time to Predict Comparison for zone 16
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(o) Time to Predict Comparison for zone 17 (p) Time to Predict Comparison for zone 18

(q) Time to Predict Comparison for zone 19 (r) Time to Predict Comparison for zone 20

Figure 5.4: Comparison of Time to Train across the 3 tested models for each zone
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5.4.2.2 Experiment 2

This experiment compares the MAPE accuracy between the S2S model with scaling and the
S2S model with parametric transfer learning (which will henceforth be referred to as the non-
scaling method). The results are no longer directly compared to the literature since we estab-
lished in the previous experiment that our parametric transfer learning implementation of Tian
et al. [175] performed very similarly to their published results. Additionally, the performance
of our novel solution is compared to the data distribution of each zone.

Zone Non-Scaling
MAPE

Scaling
MAPE

MAPE
Diff.

First
Distribution

Second
Distribution

4 0.4316 0.3947 -0.0370 beta triang

13 0.0722 0.0722 -0.0001 beta weibull min

16 0.0741 0.0745 0.0004 beta gamma

15 0.0712 0.0721 0.0009 weibull min beta

14 0.0912 0.0928 0.0017 gamma pearson3

20 0.0467 0.0489 0.0022 beta gamma

2 0.0357 0.0383 0.0026 weibull min beta

6 0.0369 0.0395 0.0026 weibull min beta

17 0.0425 0.0459 0.0034 gamma pearson3

19 0.0803 0.0845 0.0042 weibull min beta

18 0.0600 0.0648 0.0048 weibull min gamma

8 0.0487 0.0591 0.0104 beta triang

9 0.2247 0.2355 0.0108 pearson3 weibull min

12 0.0483 0.0594 0.0111 gamma pearson3

1 0.0512 0.0625 0.0113 gamma pearson3

11 0.0387 0.0514 0.0128 gamma pearson3

5 0.0631 0.0770 0.0140 gamma pearson3

10 0.0393 0.0545 0.0152 invgauss lognorm

Table 5.3: Top 2 distribution for each zone, ordered by the difference in accuracy between
scaling and non-scaling

Table 5.3 presents the different zones ordered by how much better in terms of MAPE ac-
curacy the scaling technique performed over the non-scaling approach along with the zone’s
data distribution. It can be observed that the ordered results appear to be organized mostly in a
manner that follows those distributions. The zones can be grouped into three main levels: the
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first level where the scaling technique performs its best is dominated by the beta distribution,
the second level, where the accuracy is very similar (zones 14, 20, 2, 6, 17, 19, 18, 8 and 9)
where the weibull min distribution predominant and lastly the third level where the scaling
technique is least effective, the gamma distribution prevails. However, it is important to note
that in all of these scenarios, the difference in accuracy where the non-scaling outperforms the
scaling technique does not exceed 1.5%. These results enable us to say that the distribution has
some effect on accuracy and suggests the importance to evaluate results in future research on
data that contains various distributions in order to validate results replication and portability.

5.4.2.3 Experiment 3

After the efficacy of our proposed solution was shown, the impact of the size of the input se-
quence and that of the forecasting horizon was investigated, along with the size of the hidden
context vector. For each forecasting horizon, an input sequence of 4, 8, 12 and 24h was used
along with a hidden size of 64, 128 and 256 layers. Four forecasting horizons were tested: 4h,
8h, 12h and 24h, for a total of 36 experiments per model, per stream or 1,440 experiments. The
results shown display the average over all 20 streams.

Table 5.4 and 5.5 both present the accuracy and training time for all experiments as an
average for all zones of the specified parameters.
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Window
input

Horizon
Hidden
Size

Avg.
MAPE

Avg.
Time

4 8 64 12.57% 0.2314

4 8 128 11.60% 0.2250

4 8 256 10.52% 0.2685

4 12 64 13.86% 0.3160

4 12 128 12.39% 0.3185

4 12 256 12.23% 0.3590

4 24 64 14.19% 0.5346

4 24 128 13.55% 0.5801

4 24 256 13.06% 0.6173

8 4 64 9.01% 0.1565

8 4 128 8.42% 0.1742

8 4 256 8.33% 0.1870

8 12 64 13.40% 0.3209

8 12 128 12.39% 0.3383

8 12 256 11.65% 0.4021

8 24 64 14.06% 0.5808

8 24 128 13.66% 0.5999

8 24 256 13.09% 0.6401

12 4 64 8.56% 0.1786

. . . . . . . . . . . . . . .

Window
Input

Horizon
Hidden
Size

Avg.
MAPE

Avg.
Time

12 4 128 8.23% 0.1779

12 4 256 7.90% 0.2031

12 8 64 11.58% 0.2790

12 8 128 10.61% 0.2809

12 8 256 10.15% 0.3136

12 24 64 13.94% 0.6258

12 24 128 13.23% 0.5854

12 24 256 12.78% 0.6521

24 4 64 8.48% 0.2194

24 4 128 7.87% 0.2234

24 4 256 7.78% 0.2288

24 8 64 12.48% 0.3168

24 8 128 10.22% 0.3080

24 8 256 9.63% 0.3620

24 12 64 11.98% 0.4148

24 12 128 10.90% 0.3811

24 12 256 10.37% 0.4176

24 36 64 14.81% 0.8531

24 36 128 14.20% 0.8674

24 36 256 13.53% 0.9021

Table 5.4: Scaling model average MAPE accuracy and time for all zones under all parameter
variance
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Window
input

Horizon
Hidden
Size

Avg.
MAPE

Avg.
Time

4 8 64 11.79% 0.3043

4 8 128 11.01% 0.3096

4 8 256 10.76% 0.3552

4 12 64 12.89% 0.3581

4 12 128 12.49% 0.3802

4 12 256 12.34% 0.4383

4 24 64 13.93% 0.6086

4 24 128 13.35% 0.6228

4 24 256 13.68% 0.6371

8 4 64 8.41% 0.2683

8 4 128 8.39% 0.2767

8 4 256 8.20% 0.3157

8 12 64 12.41% 0.4496

8 12 128 12.64% 0.4423

8 12 256 12.28% 0.4935

8 24 64 13.60% 0.6762

8 24 128 13.72% 0.6547

8 24 256 14.20% 0.7198

12 4 64 7.92% 0.3097

. . . . . . . . . . . . . . .

Window
Input

Horizon
Hidden
Size

Avg.
MAPE

Avg.
Time

12 4 128 7.85% 0.3229

12 4 256 7.80% 0.3703

12 8 64 10.42% 0.3797

12 8 128 10.02% 0.3962

12 8 256 9.83% 0.4696

12 24 64 13.15% 0.6949

12 24 128 12.52% 0.7163

12 24 256 13.17% 0.7600

24 4 64 7.89% 0.4761

24 4 128 7.69% 0.4993

24 4 256 7.80% 0.5207

24 8 64 10.11% 0.5463

24 8 128 9.89% 0.5761

24 8 256 9.77% 0.6077

24 12 64 10.97% 0.6796

24 12 128 10.67% 0.6345

24 12 256 10.47% 0.6861

24 36 64 14.19% 1.0073

24 36 128 14.48% 0.9861

24 36 256 14.65% 1.1299

Table 5.5: Non-Scaling model average MAPE accuracy and time for all zones under all param-
eter variance

The results are also presented graphically in Figure 5.5. This visual enables us to view
the result for each forecasting horizon and comprehend how the input window and hidden
size affect the accuracy and processing time. The purple and turquoise bars in the graphs are
representing the processing time whereas the blue and red bars represent the accuracy.
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(a) 4h Forecasting Horizon Comparison

(b) 8h Forecasting Horizon Comparison

(c) 12h Forecasting Horizon Comparison
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(d) 24h Forecasting Horizon Comparison

Figure 5.5: Impact of Input Size on Accuracy across the different Forecasting Horizon

Those results show that there are no significant changes in accuracy between both methods
but that the scaling method benefits from a larger hidden size. This is in line with the design
of our solution, the hidden size serves as the memory of the learning representation, the larger
the memory the better the accuracy.

It can also be seen that although the scaling method is always faster, the larger the input
window, the larger the difference in time performance. The time to train is not affected as sig-
nificantly in the scaling method as it is with non-scaling. Additionally, using smaller amounts
of data to predict longer horizons does not result in changes in processing time that are as
markedly different as shown in 5.5d . However, it is clear that the scaling method enhances the
time to train efficiency without significant loss of accuracy.

5.4.3 Conclusion

In conclusion, the objective of this chapter was manifold. Firstly, we aimed to address the
performance challenges associated with transfer learning by reducing the processing time of
the algorithm. The work shown in this chapter demonstrated a method used to address the
performance challenge linked to transfer learning by successfully scaling a transfer learning
method for load forecasting and reducing training time by approximately 40%.

Secondly, we aimed to reduce the training time of S2S models by proposing a modified
transfer learning algorithm that would not involve deep design modifications in order to enable
manageable changes to already deployed applications. The proposed approach is capable of
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faster deployment of new zones within existing application infrastructure as the methodology
does not require any structural or hardware-related modification. Existing models based upon
the S2S algorithm could easily be adapted and benefit from these improvements.

Lastly, we strived to demonstrate the need for a novel evaluation strategy used to ensure re-
sult portability. The distribution analysis of our dataset demonstrated the importance of proba-
bility distribution variance for the performance of load forecasting. Having varied data streams
is shown to be critical to ensure that the reported results can be adequately replicated.
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Conclusion

Over the last decade, the technological world has been undergoing a number of technological
revolutions, for example, the amount of devices connected to the internet has more than dou-
bled, social media accounts have tripled [214] and the change from 3G to 5G has increased
mobile network speeds more than ten folds [215]. In other words, our access to technologi-
cal connections has significantly increased: we have more connected devices, we have better
access to the networks and perhaps more importantly we have more ways and opportunities
to exchange information. These combined factors have led to a shift in users’ approaches to
technology. End users want not only faster access to information, but also seek better insights,
in other words, consumers have higher expectations. In order to fulfill those expectations and
better serve both companies and end-users, data are being collected, stored and analyzed to en-
able better decision making and knowledge acquisition: we are truly undergoing the Big Data
revolution.

Data are being collected, exchanged and stored in every aspect of our lives: health care,
transportation, finances, social media, education and utilities. Now that we have the ability
to gain access to significant amounts of data through sensors and devices in real-time, we can
offer better insights and knowledge in many spheres of our lives. This shift is made possible
mainly due to data analytics and artificial intelligence, both of which are centred around a key
concept: machine learning.

Therefore, identifying, categorizing and providing direction in regards to the challenges
faced by machine learning with Big Data is of significant importance. This thesis has provided
such a foundation. Additionally, the field of energy generation is facing a number of challenges
of its own given the ongoing climate crisis. Having the ability to make better decisions in re-
gard to the environment and our energy consumption is critical to reducing carbon emissions.
In the United States, in 2014, more than 30% of greenhouse emissions came from electricity
generation [216]; however, technological changes have enabled us to decrease these numbers

112
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since [217]. More accurate and efficient means of performing electrical load forecasting con-
tribute to such a decrease. The work presented in this thesis not only provides means for more
accurate forecasting but also for faster and more efficient deployment of such solutions.

The remainder of this chapter will briefly summarize the contributions within this thesis
and presents some future research directions.

6.1 Contributions

This thesis has presented the following contributions toward solving the identified challenges:

• Challenges of Machine Learning with Big Data

– The challenges of Machine Learning with Big Data were identified and categorized
according to the dimensions of Big Data responsible for the issues. By provid-
ing such organization, the cause and effect relationship between the data and its
challenges was highlighted.

– By highlighting the causality between data dimensions and their resulting chal-
lenges, we provided techniques for the industry to make better-informed design
decisions when dealing with known data characteristics. Researchers and develop-
ers alike will be able to better anticipate potential challenges based on the expected
characteristics of their data.

– By identifying how each of the various machine learning paradigms was able to
handle each of the challenges, we provided resources to assist in the design deci-
sions of complex machine learning applications. Data scientists and engineers can
more easily identify which machine learning paradigms to consider based on their
data and desired tasks.

– Created a foundation work for a better understanding of machine learning with Big
data.

– Provided the research community with potential research directions for future work
and offered groundwork for potential improvements to the field of machine learning
with Big Data by presenting and discussing how each paradigm successfully or
unsuccessfully tackled each ML challenge.

• Accurate and Efficient Electrical Load Forecasting

– By adapting the transformer architecture, accuracy improvements were made for
load forecasting tasks.
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– By implementing learning scaling to load forecasting tasks, we supplied a way to
more efficiently and quickly deploy models for load forecasting with new data.

– By adapting and improving upon existing architectures, we provided a blueprint for
performance improvements of already deployed solutions. Therefore, addressing
challenges without significantly impacting the cost associated with solving perfor-
mance issues.

– By ensuring the statistical differences within the data test set, we suggested a novel
approach to load forecasting result portability and repeatability.

– A better measure of significance was suggested for load forecasting in order to
address the disconnect between statistical and real-world impact.

• Performance Challenges Associated with Deep Learning

– By adapting the transformer architecture for load forecasting we provided means
to reduce the performance impediment linked to the volume of Big Data typically
faced by the Deep learning paradigm. This is achieved due to our solutions’ ability
to be parallelized.

– Successfully adapted the transformer architecture from one data type to another to
further improve deep learning’s ability to handle a variety of data.

• Performance Challenges Associated with Transfer Learning

– By performing algorithmic and workflow changes to our Sequence-to-Sequence
model we were able to address the performance challenges typically associated
with transfer learning as identified in Chapter 3.

Lastly, although the work tackled the task of load forecasting, the obtained results could
be repeated with any tasks dealing with time series.

6.2 Future Work

This thesis explored some of the challenges of ML with Big Data for electrical load forecasting
and although the contributions of this research are significant, many challenges remain to be
investigated. The following subsection will discuss some of the future directions of this work.
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6.2.1 Research Opportunities for Machine Learning Challenges for Big
Data

The future work related to Machine Learning with Big Data is presented in this subsection.
Although this topic of this thesis could be extended in many different ways, we chose to focus
on topics related to software engineering as follow:

• The work presented in Chapter 3 identified and categorized the challenges of ML with
Big Data in order to highlight how the components of Big Data affected the execution of
ML. A future research opportunity will be to create concise software engineering guide-
lines based on the expected Big Data challenges. Additionally, the knowledge of which
ML paradigm can address each challenge will be used to create a number of require-
ments and design guidelines in order to provide design patterns for common use cases.
The field of machine learning lacks a strong software engineering design component and
future work will attempt to formalize and bridge this gap.

• Another possible expansion to the work in Chapter 3 is in regards to the Big Data char-
acteristics and corresponding metrics since there is currently no formal means of quanti-
fying Big Data. A future direction of this work will be to identify and define metrics for
each of the Big Data characteristics, without creating boundaries within these metrics.
The goal will be to use them as a means to compare amongst Big Data and identify how
each metric may be able to indicate the likelihood that a specific challenge will be en-
countered. However, the metrics would not be used to restrict the definition of Big Data.
Having a means to measure and assess Big Data to identify the likelihood that a specific
challenge may be encountered would enable better software design.

• Lastly, another opportunity for future work will be to investigate which machine learn-
ing paradigm best performs on various types of tasks, as opposed to how we identified
how each paradigm can address each challenge. This relationship between tasks and
paradigms could also be used for better machine learning application design.

6.2.2 Load Forecasting

This subsection will detail the three main possible directions of future work related to load
forecasting:

• Impact of Data Similarity
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– The work presented in Chapter 5 has shown that knowledge can be effectively trans-
ferred from one data stream to another, regardless of the variation in data distribu-
tions. However, the root cause of the transferability have not been explored. A
possible next step in our research will be to identify and formalize a means of
comparing data stream similarities and determine how these similarities impact our
ability to transfer knowledge. Having a better understanding of the versatility of
the data could also allow for better transfer learning design.

– Another future direction will be to develop a framework used to predict the simi-
larity of data streams using known non-energy consumption-related parameters of
future data. Having the ability to identify similarities before a large amount of data
has been collected would enable faster and more accurate deployment of models
for new users.

• Transformer Exploration

– The work introduced in Chapter 4 provided means to improve performance and
accuracy over fixed short-term horizons using a new adapted architecture. Future
work direction is to explore the ability of the transformer to predict at much longer
horizons.

– Pre-trained transformers are often used in NLP. A new research opportunity could
explore pre-training a transformer on large amounts of data, from various sources,
and see how effective those pre-trained transformers may be with unseen data.

• Load Forecasting and Other Challenges

– Chapters 4 and 5 addressed the Big Data challenge of performance associated with
load forecasting and how to improve model accuracy and efficiency. Future work
could investigate the ability of models to withstand other challenges identified in
Chapter 3 such as concept drift.

– Lastly, the work presented in this thesis mainly investigated challenges related to
the volume and velocity dimensions of Big Data. A future research direction will be
to study how data variety can affect load forecasting tasks. This could be achieved
by integrating various data sources and types such as occupancy, traffic or financial
data in order to identify patterns of consumption.

This thesis made contributions towards ML with Big Data; however, there are many further
developments and solutions needed to continue to extract value from Big Data and address the
ever changing nature of this field.
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Valério de Moraes Maurilio Pereira Coutinho, “Big Data Techniques applied to Load
Forecasting.” [Online]. Available: https://www.researchgate.net/publication/289117292

[188] M. Cai, M. Pipattanasomporn, and S. Rahman, “Day-ahead building-level load forecasts
using deep learning vs. traditional time-series techniques,” Applied Energy, vol. 236,
2019.

[189] K. Nilakanta Singh and K. Robindro Singh, “A Review on Deep Learning Models for
Short-Term Load Forecasting,” 2021.

[190] D. Xishuang, Q. Lijun, and H. Lei, “Short-term load forecasting in smart grid: A com-
bined CNN and K-means clustering approach,” 2017 IEEE International Conference on

Big Data and Smart Computing, BigComp 2017, pp. 119–125, 3 2017.

[191] S. H. Rafi, Nahid-Al-Masood, S. R. Deeba, and E. Hossain, “A Short-Term Load Fore-
casting Method Using Integrated CNN and LSTM Network,” IEEE Access, 2021.

[192] R. Sethi and J. Kleissl, “Comparison of Short-Term Load Forecasting Techniques,” in
2020 IEEE Conference on Technologies for Sustainability, SusTech 2020, 2020.

[193] L. Sehovac, C. Nesen, and K. Grolinger, “Forecasting building energy consumption
with deep learning: A sequence to sequence approach,” Proceedings - 2019 IEEE In-

ternational Congress on Internet of Things, ICIOT 2019 - Part of the 2019 IEEE World

Congress on Services, pp. 108–116, 7 2019.

[194] L. Sehovac and K. Grolinger, “Deep Learning for Load Forecasting: Sequence to Se-
quence Recurrent Neural Networks with Attention,” IEEE Access, vol. 8, pp. 36 411–
36 426, 2020.

[195] R. J. Williams and D. Zipser, “A Learning Algorithm for Continually Running Fully
Recurrent Neural Networks,” Neural Computation, vol. 1, no. 2, pp. 270–280, 6 1989.

[196] Y. Peng, Y. Wang, X. Lu, H. Li, D. Shi, Z. Wang, and J. Li, “Short-term Load Forecasting
at Different Aggregation Levels with Predictability Analysis.”

[197] “Global Energy Forecasting Competition 2012 - Load Fore-
casting,” Kaggle. [Online]. Available: https://www.kaggle.com/c/
global-energy-forecasting-competition-2012-load-forecasting/data

https://www.researchgate.net/publication/289117292
https://www.kaggle.com/c/global-energy-forecasting-competition-2012-load-forecasting/data
https://www.kaggle.com/c/global-energy-forecasting-competition-2012-load-forecasting/data


134 BIBLIOGRAPHY

[198] D. P. Kingma and J. Lei Ba, “ADAM: A METHOD FOR STOCHASTIC OPTIMIZA-
TION.”

[199] N. Srivastava, G. Hinton, A. Krizhevsky, I. Sutskever, and R. Salakhutdinov, “Dropout:
A Simple Way to Prevent Neural Networks from Overfitting,” Journal of Machine

Learning Research, vol. 15, no. 56, pp. 1929–1958, 2014. [Online]. Available:
http://jmlr.org/papers/v15/srivastava14a.html

[200] L. Biewald, “Experiment Tracking with Weights and Biases,” 2020. [Online]. Available:
https://www.wandb.com/

[201] T. Bachlechner, B. P. Majumder, H. H. Mao, G. W. Cottrell, and J. Mcauley,
“ReZero is All You Need: Fast Convergence at Large Depth.” [Online]. Available:
https://github.com/majumderb/rezero
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